*Scritto da Gabriel*

*Questa guida è scritta per cercare di vedere ogni singolo problema/esercizio, riassumendo le principali tematiche:* ***(tutti gli esercizi commentati, dimostrati, PRE/POST). Questi seguono un ordine sparso.***

*- operazioni con alberi/liste*

*- pattern matching in tutte le salse*

*- array a più dimensioni, torte, matrici, h-fette, v-fette*

*- esercizi contorti e anche peggio*

*Il tutto discusso e ragionato, se possibile, in maniera semplice e umanamente comprensibile.*

*Soluzioni riprese da quelle presenti su MEGA, in molti casi modificate, ampliate, corrette e riscritte/scrritte da zero. Riprendono gli esercizi di quest’anno, appelli di tutti gli ultimi 10 anni, vari compitini.*

*In fondo al file viene trattata la parte* ***teorica, completamente commentata****.*

*Note:*

* Nella trattazione del file, dove erano presenti esercizi con le code, non essendo da noi state fatte, le sostituisco con nodoE\* o nodoF\*, due strutture equivalenti nel nome (liste concatenate di nodi costituite da due campi, un nodo\* come campo info e un nodoE\* come puntatore al nodo successivo).
* La trattazione degli esercizi non è lineare (non strutturato in sezioni), ci sta un po’ di tutto, temi con altri temi, coerenti in linea di massima con quanto detto e fatto.
* Se il prof consiglia funzioni ausiliarie, è meglio farle. Dovrebbe essere a scelta se farle o meno, così è secondo lui, ma non si sa mai.
* In tanti casi PRE e POST vengono omesse, per non complicare esercizi già di per sé contorti; vengono comunque commentate o quantomeno ne viene data intuitivamente un’idea.

*FAQ:*

* Come si fa la correttezza?

Il prof non lo ha mai spiegato, ma segue un’intuizione fattuale. Precondizione, invariante, postcondizione. Nel caso degli invarianti è la stessa roba, inizio, passo+1, fine ciclo. Spiegazione intuitiva con qualche termine formale filèse che ci sta bene.

* Come si scrivono PRE e POST?

Sono cose molto intuitive, basta dare più di un occhio alla funzione.

* Quali sono i casi ricorrenti del prof?

Sicuramente pattern matching in primis, che possono essere contigui (si interrompe quindi ad un certo punto), completi (o tutto o niente), altrimenti semplici match *en passant*. Seguono poi operazioni varie su liste ed alberi, le magiche H-fette e V-fette, il cui unico modo se non lo si visualizza visivamente è vedere la varie funzioni presenti nel file e poche altre situazioni strane.

**Esercizi**

**Array a più dimensioni visti come se ne avessero una (2 problemi descritti qui uno in seguito all’altro)**

Sotto viene affrontato un esercizio del pattern matching di un array a due dimensioni ma vista come una sola. Ad esempio, abbiamo:

T=[2, 2, 3, 2, 3, 1, 3, 1, 3, 2] e P=[0, 3, 1, 3], avremo l’array M così composto:

0 0 0 0

0 0 0 0

0 1 0 1

0 0 0 0

0 1 0 1

0 0 1 0

0 1 0 1

0 0 1 0

0 1 0 1

0 0 0 0

Usando delle parole semplici, questo array sarebbe così: 0000 0000 0101…. Ma viene visto così per facilitare secondo il prof (come no). In realtà si nota che viene considerato un pattern matching in questo modo. 4 colonne che sono gli elementi che formano P (quindi dimP) e 10 righe che formano gli elementi di T (quindi dimT). La prima colonna è tutta false perché P[0] non appare in nessun elemento di T. Invece P[1] appare nelle posizioni 2, 4, 6 e 8. Interessa trovare dei match contigui (cioè che si estendano da un certo punto in poi). Viene considerato come al solito fa Filè, il match più lungo di questo tipo.

Per rappresentare i match si usa questa struttura (la tripla, usata raramente dal caro professore).

struct tripla{int inizioT, inizioP, lung; tripla(int a=0, int b=0, int c=0){inizioT=a; inizioP=b;lung=c;}};

Veniamo quindi alla costruzione di M (essendo una matrice, si usano due cicli for). La cosa più difficile qui è capire come valorizzare un elemento dalla rappresentazione data del prof (come sempre confusa). Si noti quindi quanto scritto sopra. Di fatto, si usa dimP per scorrere i vari pezzi, seguendo l’indice i aggiunto all’elemento, ma moltiplicando per j per potersi muovere tra le singole colonne (i per muoversi tra i singoli elementi, in questo caso in orizzontale, riga per riga).

Date queste osservazioni, è possibile costruire un algoritmo (non proprio immediato).

Parte iterativa

void computeM(int\*T, int\*P, int dimT, int dimP, bool\*M){

for(int i=0; i<dimT; i++){

for(int j=0; j<dimP; j++){

if(P[i] == T[j])

\*(M+j\*dimp+i)=true;

else

\*(M+j\*dimp+i)=false;

}

}

Essendo booleana, questa viene riempita sulla base delle osservazioni date. Così vengono riempite righe e colonne.

Viene poi chiesto di effettuare il match tra T e P usando M nel modo dato (modo iterativo e ricorsivo).

La funzione ricorsiva è a mio dire più semplice, in quanto ce la si cava con tre funzioni ricorsive, che corrispondono a tre cicli in questo caso, in due funzioni. Di solito il prof segnala se serve o meno una funzione ausiliaria. Nel primo ciclo, si scorre per dimP e siccome si cerca la lunghezza più grande, la seconda istruzione del controllo booleano controlla se abbiamo già trovato un match di lunghezza più grande rispetto al numero di elementi rimanenti da controllare.

Nota: nelle funzioni di match, si ritorna sempre un intero, per poter confrontare nella funzione principale se ci sono stati altri match o meno, come qui sotto.

tripla match(bool\*M,int dimP, int dimT){

tripla best; //salva il match migliore

for(int i=0; i<dimP && (dimP – i) > best.lung; i++){

for(int j=0; j<dimT; j++){

int x=aux(M, i, j, dimP, dimT);

if(x > match.lung)

best=tripla(j, i, x);

}

}

}

Nella funzione ausiliaria, vengono analizzate le righe di dimP secondo il criterio esaminato, verificando se le singole celle di M sono true, più si scorre in contemporanea per colonne (come chiede il prof, in pratica si segue il criterio della palude, ci si sposta e si cerca di capire per righe come muoversi).

tripla aux(bool M; int i, int j, int dimT, int dimP){

int L=0;

while (i < dimT && M[i+j\*dimP))

L++;

return L;

}

Articoliamo la dimostrazione di correttezza (mai mostrata una volta dal prof come fare a farne una giustamente, ma seguiamo i ragionamenti per induzione). Quindi, assumendo PRE:

(per i=0, j=0) 🡪 Si considera la prima posizione utile all’interno dei singoli array. Ci muoviamo come se avessimo due dimensioni, riga e colonna. In queste si va subito a cercare, muovendosi orizzontalmente, la presenza di un match sul primo elemento di P e T usando la funzione ausiliaria aux. In essa si va subito a cercare per ogni elemento di T se esiste muovendosi riga per riga, un corrispondente in P. Se esiste bene, altrimenti si passa al successivo.

(per i>0, j>0) 🡪 Si ripetono le stesse osservazioni di prima. Induttivamente, si hanno due casi. Si è trovato un match e nella funzione ausiliaria aux ci si sposta per righe in elementi di colonne adiacenti (da cui l’incremento di i in dimT) e si restituisce un intero che viene salvato o meno a seconda dell’occorrenza oppure o non si trovano match o un match della lunghezza uguale a quella di partenza, che viene scartato. Il ciclo viene quindi mantenuto a meno che non si trovi un match già più lungo degli elementi che stanno ora dentro all’array. In ognuno dei due casi si rispetta POST.

Alcune considerazioni da fare: si usa il principio di induzione (se vale per k, deve valere per k+1 e i successivi). Quindi: PRE 🡪 Invariante e/o dim. Induttiva 🡪 POST

Non deve essere necessariamente biblica; almeno noi, se il prof non lo è e non lo è mai, cerchiamo di essere chiari.

Ragioniamo ora sulla parte ricorsiva, con firma matchR seguente. In questo caso, il ragionamento rimane analogo. Ragiono prima sui pezzi singoli di dimP, poi sui pezzi di dimT e poi ragiono spostandomi come fatto prima per i pezzi di M nella iterativa. Si noti l’aggiunta di t e p per scorrere gli array.

Parte ricorsiva

tripla matchR(bool\*M, int p, int t, int dimT, int dimP){

if(dimp==0 || dimP == p) return tripla();

tripla x=matchR(M, p+1, dimP, t, dimT);

tripla y=aux1(M, P, dimP, T, dimT);

if(x.lung > y.lung)

return x;

else

return y;

}

//POST=ricavo il match di lunghezza maggiore con dimP elementi

tripla aux1(bool\*M, int p, int t, int dimT, int dimP){

if(dimT==0 || dimT == t) return tripla();

tripla x=aux1(M, t+1, dimT, P, dimP);

int y=aux2(M, P, dimP, T, dimT);

if(x.lung > y)

return x;

else

return tripla(t, p, y);

}

//POST=ricavo il match di lunghezza massima tra i prefissi con dimT elementi

Tripla aux2(int t, int p, int dimT, int dimP){

If(p < dimP && t < dimT){

Return 1 + aux2(M, p+1, t+1, dimP, dimT);

else

return 0;

}

//POST= massimo match tra dimP e dimT elementi

Per la dim. Induttiva.

Casi base: p==dimP🡪ritorno tripla vuota

p != dimP 🡪 inizio la ricorsione e scorro P, incrementando l’indice. Nel caso i-esimo, scorro l’array e determino, con il locale presente nella funzione e determino la lunghezza presente. Se maggiore del locale interessato la salvo, altrimenti proseguo nelle iterazioni, all’i-esimo +1 e così via fino a dimP.

Scorro quindi tutto l’array fino a dimP e post è rispettata.

Parallelamente, la seconda funzione è uguale, mi occupo di scorrere dimT rispettando POST. L’unica cosa diversa è lo scorrere l’array di riferimento M considerando entrambi i movimenti degli indici, per ricavare i sottoarray di riferimento in esso.

Nella terza funzione, alcune precisazioni.

Caso base è p==dimP o t==dimT, in quel caso ritorno 0, terminando la ricorsione.

Altrimenti calcolo un intero sulla base degli elementi presenti, non necessariamente maggiore di 0, al passo i-esimo sugli elementi t e p fino a dimT e dimP, quindi nei t+1, dimT-1, p+1, dimP-1… fino alla fine.

Rispetto in ogni caso POST.

**Array a 3 dimensioni visto come una sola dimensione e pattern matching rispetto ad un intero val**

In questo caso specifico, il problema affronta un array ad 1 dimensione visto come se ne avesse 3. Esso è formato dagli strati, dalle righe e dalle colonne (rispettivamente lim1, lim2, lim3). Per questo motivo si considera l’array e la dimensione finale è determinata da lim1\*lim2\*lim3. L’assetto di questo problema si dimostra simile ad altri.

Chiariamo uno dei concetti preferiti da Filè, le fette. Queste non sono altro che una scansione dell’array fatto a suon di mod e divisioni, sostanzialmente. Non è spiegabile in altro modo e non certo seguendo i papiri incomprensibili di chi non sa spiegarsi.

Lim1 rappresenta lo strato, con strato si intende la dimensione definita formata da lim2\*lim3 elementi.

Lim2 rappresenta le righe e viene utilizzate nelle fette verticali per muoversi di riga in riga, con mod e divisione sulle altre due; Lim3 è il contrario e rappresenta le colonne e sfrutta in maniera simile ma opposta il movimento di lim2 per muoversi in quel senso.

Prendiamo ad esempio questo:

XXXX XXXX EEEE

XXXX XEEE EEEE

XXXX EEEE EEEE

Dove per X sono elementi presenti, E sono quelli non presenti, mentre è costituita da 17 elementi, chiamati dal buon prof, nele (numero elementi). La V-fetta 1 (in questo caso definita fino al quinto valore, quindi riga 1 dello strato 1) è indicata dall’evidenziazione sopra.

Sostanzialmente il problema richiede di scandire le V-Fette non vuote e trovare quante occorrenze ci siano del valore Val intero. Vogliamo semplicemente l’indice della V-Fetta (quindi 0, 1, 2 o 3) che ha questa proprietà.

Si richiede una funzione, possibilmente accompagnata da funzione ausiliaria, che faccia quanto descritto.

Non avendo una soluzione in quanto non fornita dal professore per quanto da me richiesta, devo ragionare di mio.

Si richiede di tagliare queste V-Fette e di sapere che ci sono esattamente num occorrenze di un valore. Il ragionamento sarebbe di usare una funzione principale che scorre normalmente l’array. Questo sappiamo già essere formato da nele elementi, da considerare nella scrittura della funzione. Sappiamo inoltre che la generica dimensione dell’array sarà lim1\*lim2\*lim3, perciò le inserirei come condizioni.

Da considerare il possibile caso v-fetta vuota (vale a dire con elementi non definiti). Se num==0 potrebbe dare una corrispondenza che in realtà non ci sarebbe. Per ovviare a questo problema, una volta tagliata la v-fetta, si deve considerare il caso in cui num==0 ma la v-fetta (int) sia 0; in quel caso, semplicemente proseguo incrementando la ricerca, bloccando l’iterazione di quel ciclo e andando quindi avanti nella scansione della successiva, che cambia con l’indice i.

Personalmente, riterrei l’utilizzo di tre funzioni, una principale, una solo di supporto per il taglio delle magnifiche fette ed un’altra per capire l’effettiva lunghezza della h-fetta considerata, prendendo il suo indice.

La soluzione ricalca in parte l’esercizio 12, uno dei più contorti nella mentalità, possibilmente fatto in maniera umana e semplice.

Parte iterativa

int trovaV(int\* X, int lim1, int lim2, int lim3, int nele, int val, int num){

int occurr=0; bool stop=false; bool go\_on=false;

for(int i=0; i<lim1\*lim2\*lim3 && i<nele && !stop; i++){

int lung\_fetta=lung(lim2, lim3, nele, i);

for(int f=0; f<lim1\*lim2 && f<lung\_fetta && !go\_on; f++){

int val\_fetta=cut\_slice(X, lim1, lim2, lim3, i, f);

if(val\_fetta==0 && num==0) go\_on=true;

if(val\_fetta==val) occurr++;

if(occurr==val) stop=true;

}

}

If(!stop) return -1;

else return indf;

}

//se fosse una h\_fetta= return X[index/lim3][slice\_index][index%lim3];

int cut\_slice(int X, int lim1, int lim2, int lim3, int index, int slice\_index){

return X[index/lim2][index%lim2][slice\_index];

}

Int lung(int X, int lim2, int lim3, int nele, int ind\_f){

Int curr\_column=0;

curr\_column = nele / lim3;

int rest = nele % lim3;

if (ind\_f < rest)

curr\_column++;

return curr\_column;

}

Invariante del ciclo: 0<i<lim1\*lim2\*lim3 && i<nele && stop==true sse occurr==num

Personalmente quindi, l’invarianza di questo ciclo si ha sulla permanenza rispetto ai nele elementi presenti all’interno del ciclo fornito e contando sulla presenza di una possibile v-fetta, delimitata dagli indici lim1 e lim2 dentro l’array. Nel primo caso, considero l’elemento i-esimo; esso sarà necessario nelle due funzioni ausiliare definite a capire se esiste una v-fetta abbastanza lunga e se esiste il singolo elemento.

*Passo i-esimo*: considero i, la v-fetta nell’indice i-esimo e l’elemento val. Se presente un’occorrenza, incremento l’intero locale tenuto come riferimento.

*Passo i-esimo + 1 e induttivo:* scorro le v-fette iterativamente, sperando di trovare occorrenze di val. Se presenti vengono salvate. Se le occorrenze fossero uguali a num, interrompo l’iterazione uscendone prima.

Parte ricorsiva

Si considera una versione ricorsiva dello stesso problema. Non avendo la traccia su MEGA, a memoria, si utilizzava la stessa segnatura della funzione trovaV, aggiungendo il valore indF, necessario per muoversi ricorsivamente nell’array considerato.

La ricorsione utilizza comunque la funzione di supporto cut\_slice per sapere a che valore mi sto riferendo.

I casi limite dell’iterazione come al solito diventano casi base.

int trovaV(int\* X, int lim1, int lim2, int lim3, int nele, int val, int num, int indF){

int indice=0; //la uso come puntatore per riferirmi a dove sono ora

if(indice>nele || indice==lim1\*lim2\*lim3) return 0;

indice=trovaV(X+1, lim1, lim2, lim3, nele, val, num, indF);

int val\_fetta=cut\_slice(X, lim1, lim2, lim3, indice, indF+1);

int lung\_fetta=lung(lim2, lim3, indF, nele, indice+1);

if(indice<lung\_fetta && indice < lim1\*lim2){

if(val\_fetta==val)

fetta=trovaV(X, lim1, lim2, lim3, nele, val, num, indF+1);

else

return trovaV(X+1, lim1, lim2, lim3, nele, val, num, indF);

if(indF==num) return indF;

else return 0;

}

else{

indice= X[lim][lim2][indice%lim3+1];

return -1;

}

}

La soluzione fornita è sempre un ragionamento. Di fatto, ho una funzione ricorsiva che ritorna un int. Questo può essere il mio indice, che mi qualifica dove sono ora. Con le funzioni che ho usato prima, rifaccio praticamente la stessa cosa. Uso trovaV per scorrere tutto l’array e capire la posizione, prendere il valore della fetta da poter utilizzare con la funziona cut\_slice e la lung\_fetta, per poter capire quando poter fermare la ricorsione della vetta. Se trovo una corrispondenza del valore dato rispetto alla fetta corrispondente, continuo a cercare tra le fette, altrimenti incremento l’array X e calcolo una nuova fetta, ricominciando la ricerca. Qualora avessi raggiunto la fine plausibile per la ricerca del mio indice, avanzo di una colonna usando il calcolo per mod (raggiungo la colonna data, avendo la stessa riga, lo stesso strato, ma una riga in più) perché ho raggiunto i bounds della mia condizione.

Dim. induttiva

*Passo i-esimo*: detengo il mio indice di riferimento e con esso taglio una v-fetta dell’array, assieme a capire quanto lunga potenzialmente può essere la fetta in uso. Fatto questo, approccio il condizionale. Questo presenta due ipotesi: la fetta che cerco rientra nella lunghezza a priori calcolata (e se completa comunque rientra nel numero di elementi contabili) e cerco di capire se il valore della fetta i-esima può essere utile.

Se si, viene incrementata la fetta i-esima di indf+1, fino al limite consentito per la ricerca (lim1\*lim2) o comunque il numero di elementi presenti effettivamente e calcolati da lung.

Se no, avanzo di una colonna e ritorno -1 perché non ho trovato la v-fetta che cercavo.

*Passo induttivo*: fino ai limiti fissati, continuo a manipolare gli indici e capire se effettivamente riesco a raggiungere la fine dell’algoritmo trovando una possibile V-fetta. Qualora la trovassi, viene salvata e confrontata con l’elemento i-esimo di riferimento, altrimenti concludo la mia ricerca.

**Altro esercizio del pattern matching: due array di interi (T, P) in cui per ogni elemento match di T in P viene salvata la corrispondenza dello stesso in una lista P-esima**

Se la posizione T[i] fa match con P[0], nella lista L\_0 viene inserita la posizione T[i] in cui si è fatto match e così via fino a finire gli elementi dentro T. Si passa poi all’elemento successivo di P, stessa cosa e fino alla fine si procede così. Il programma sotto chiarifica questa introduzione.

Parte iterativa:

Usando la struttura, in questo caso nodoG\* del tutto simile a nodoE\* (puntatore a nodo, con campo info nodo e nodo next, un altro nodoE), si deve compilare la funzione:

PRE\_M=(T è un array di dimT interi, P un array di dimP interi, dimT e dimP>=0)

nodoG\* M(int\* T, int dimT, int\* P, int dimP)

POST\_M=(M restituisce una lista di dimP liste tale che la lista L\_i (i in [0..dimP-1]) contiene gli indici di tutte le occorrenze di P[i]in T, da sinistra a destra)

In questo esercizio, si segue la generica intuizione degli esercizi del pattern matching. Uso una funzione ausiliaria che cerca il match e la funzione principale che avanza nella lista di riferimento. Il ciclo principale scorrerà dimP, per cercare il match si sfrutterà dimT. Si somma l’indice i per tenere conto dello spostamento per la ricerca del match nella struttura sottostante.

nodoG\* M(int\* T, int dimT, int\* P, int dimP){

nodoG\* lista;

if(!dimT || dimT < dimP || !dimP) return 0;

for(int i=0; i<dimP; i++){

nodo \*matched=aux(T, dimT, p+i);

if(matched)

push(lista, matched);

else

lista=new nodoG(matched, 0);

}

}

nodo\* aux(int \*T, int dimT, int \*P){

nodo\*lista;

for(int i=0; i<dimT; i++){

if(T[i]==\*P)

lista=new nodo(i);

else

push(lista, i);

}

}

void push(nodoG\* list, nodo\*x){

nodo\* aux=list;

while(aux->next)

aux=aux->next;

aux->next=x;

return;

}

Invariante del ciclo: (0 <=i <=dimP) && (matched è la lista che contiene il match temporaneo sull’elemento i-esimo e sui successivi i elementi tra dimP e dimT dei due array).

Si ricerca come al solito il match nelle due liste.

Al passo 0, i=0 e l’indice di riferimento è il caso i-esimo. Approccio la funzione ausiliaria, eseguita la prima volta sull’indice e verifico la presenza o meno di un match. Se presente, creo una lista di supporto per mantenerlo.

Al passo i-esimo, proseguo la mia ricerca nell’indice +1 e verifico la presenza di un match. Se ancora nella funzione ausiliaria non presente un match proseguo, altrimenti accodo il match precedente alla lista precedente e già presente.

Se il match i-esimo + 1 risulta maggiore del match i-esimo, viene dunque salvato, altrimenti viene scartato e si passa all’elemento i-esimo + 2.

Così via fino alla fine, nei limiti stanti e quindi POST è dimostrata.

Parte ricorsiva

La funzione ricorsiva ha firma:

//PRE\_FM1\_ric=(G sia una lista corretta di liste tutte corrette e contenenti valori interi non negativi e crescenti, e sia L una lista corretta e possibilmente vuota di interi non negativi e i>=0)

match FM1\_ric(nodoG \*G, nodo \*L, int i)

//POST\_FM1\_ric=(la funzione restituisce il valore [i, x, y] che corrisponde a MAX\_S\_(G,L

Anche qui è la solita funzione di match che cerca il match di lunghezza massima tra due strutture, in questo caso una lista L e la struttura nodoG\* G.

È un esercizio del luglio 2014, scritto in aramaico antico dal testo originale, ma similare come trattazione a quelli presenti sopra.

Tradotto in un linguaggio umano e in tre parole, si richiede di trovare un match come una sorta di tripla, quindi (x, y, z) dove x rappresenta la lista i\_esima di riferimento, y rappresenta l’indice di inizio del match e z rappresenta l’indice di fine dello stesso).

In questo caso, la struttura x, y e z è incapsulata all’interno di un tipo chiamato match, del tutto identico al tipo *tripla*.

Due pagine contro tre righe di spiegazione.

Ragionando quindi:

-la lista non c’è, quindi si restituisce (i, 0, -1), quindi indice i generico, inizio 0 e fine non precisata

-la lista c’è, quindi ragionevolmente invoco una funzione ausiliaria che cerca di capire dove sta e/o finisce questo match, restituendo un int come al solito quindi capendo se è il match di lunghezza massima. Chiaramente mi devo spostare nella funzione locale ricorsivamente sui nodi di L per capire se trovo o meno un match.

Verifico poi se la lunghezza può essere o meno utile; se si, la salvo, altrimenti proseguo.

match FM1\_ric(nodoG \*G, nodo \*L, int i){

if(!L) return match(i, 0, -1);

match local=FM1\_ric(G, L->next, i);

int aux=find\_match(G, L->info);

match matched=new match(i, L->info, aux);

if(i > aux)

return local;

else

return matched;

}

int find\_match(nodoG\*g, int x){

If(!G) return 0;

if(g->info == x)

return 1+find\_match(G->next, x+1);

else

return x;

}

La dim.induttiva della funzione segue il principio detto.

Ho una lista, da PRE conosco la validità della lista e di G. Cerco quindi per l’elemento i-esimo la presenza in una lista ausiliare la presenza del match scorrendo la lista di un l->next al passo i-esimo. Per fare ciò utilizzo una funzione ausiliaria. Nel caso in cui si trovi un singolo match, esso verrà incrementato di 1 e aumenta la posizione indice di match per restituirla alla fine, altrimenti restituisce la lista presente ora.

Al passo i-esimo + 1 viene confermata la validità del ragionamento. Si cerca il match nell’elemento successivo alla lista fornita e presente e si ripete idealmente il ragionamento. Cerco nell’elemento l->next->next la presenza di un nodo che ha match. Se questo match esiste alla luce di quanto visto prima e se maggiore del locale presente, lo salvo e restituisco il match maggiore della funzione ausiliaria, altrimenti il match locale. Alla luce delle osservazioni dette, articolo che PRE\_RIC porta correttamente a POST\_RIC.

Dimostrazione discorsiva questa, ma matematicamente corretta, perlomeno dati i tipi di studio.

**Pattern matching tra array di interi e albero binario T**

struct nodoE{nodo\*info; nodoE\*next; nodoE(nodo\*a=0, nodoE\* b=0){info=a; next=b;}};

PRE=(albero(T) ben formato, P contiene dimP>=0 elementi)

nodoE\* PM1(nodo\*T, int\* P, int dimP)

POST=(se in T esiste un camminoche contiene unmatch di P completo e contiguo,allora PM1 restituisce una lista di dimP nodi di tipo nodoE che puntano ai nodi del cammino più a sinistra su cui esiste un tale matchdi P, altrimenti PM1 restituisce 0 ).

Affrontiamo il problema sia iterativamente che ricorsivamente (nonostante non venga specificato per certo come lo si debba affrontare).

Per complicarci la vita come piace al prof, partiamo da una versione iterativa.

Sappiamo che sarà necessaria una funzione ausiliaria, che cerca effettivamente il match.

In questa soluzione, dato che dobbiamo scorrere iterativamente, considero che se ci sta un match utilizzo una lista ausiliaria che mette alla propria fine (push) i nodi che hanno avuto una corrispondenza da match.

nodoE\* PM1(nodo\*T, int\*P, int dimP){

nodoE\* list=new nodoE(0);

while(T && P){

nodoE\*matched=match(T, P, dimP);

if(matched){

list->info=matched;

list=list->next;

P=P+1;

}

T=T->next;

}

return list;

}

nodoE\* match(nodo\*T, int\*P, int dimP){

nodoE\*matched=0;

if(T->info == \*P){

matched->info=T;

matched=matched->next;

T=T->next;

P=P+1;

}

return matched;

}

Qui è la versione più semplice, semplicemente scorro pezzo alla volta la lista ritorno il pezzo matchato e in entrambi casi lo restituisco, sia se corrisponde a 0, sia se non corrisponde.

Parte ricorsiva

nodoE\* PM1(nodo\*T, int\*P, int dimP){

if(!P || !T) return 0;

if(T->info==\*P)

return PM1(T->next, P+1, dimP-1);

else

return PM1(T->next, P, dimP);

}

Senza le funzioni ausiliarie che tanto piacciono al caro professore, direi che questa è una buona soluzione.

La dim. Di correttezza si completa da sola, avendo come caso base l’assenza del nodo\* o array, altrimenti mi muovo ricorsivamente nel caso appunto ricorsivo assumendo l’esistenza degli altri pezzi di nodo oppure mi muovo sui singoli pezzi di array. Se trovo un match riempio la lista di riferimento altrimenti ritorno 0 come voluto.

**Attraversamento di un albero binario da dx a sx in larghezza; uso della struttura nodoE\***

PRE=(albero(R) è un albero binario ben formato, X e T contengonoun numero di posizioni pari al numero dei nodi di albero(R))

void scanliv(nodo\*R, int& nliv, int\*X, int\*T)

POST=(nliv è il numero di livelli di albero(R) e X e T contengono i valori descritti nell’Esempio 1, ovviamente per l’albero(R) in input)

Lo affonto prima iterativamente; consideriamo che in soldoni avremo due strutture, in questo casi due array di interi, T che salva i singoli nodi info e X che salva il numero di nodi presenti in un livello esaminato.

void scanliv(nodo\*R, int& nliv, int\*X, int\*T){

while(R){

if(R->right){

\*T=r->info;

R=R->right;

}

if(R->left){

\*T=r->info;

R=R->left;

}

//a questo punto siamo nel nodo radice dove ritorniamo e qui

//dobbiamo prenderne l’info e poi cambiare livello

If(R){

T=R->info;

X=X+1;

nliv=nliv+1;

}

}

}

Versione ricorsiva

void scanliv(nodo\*R, int& nliv, int\*X, int\*T){

if(!R) return;

if(R->right){

scanliv(R->right, nliv, X+1, T);

T=R->info;

}

if(R->left){

scanliv(R->left, nliv, X+1, T);

T=R->info;

}

T=R->info;

nliv=nliv+1;

\*X=\*X+1;

}

Dim. di correttezza:

-non esiste l’albero, albero vuoto->ritorno void, così perlomeno viene ritornata la scansione dei livelli già effettuata

-l’albero esiste e posso muovermi in due sensi predefiniti ma in larghezza; non avendo la FIFO l’unica cosa che possiamo fare è semplicemente muoversi in un senso e nell’altro (iterativamente) oppure fino a quando ci sono dei nodi (ricorsivamente), assumendo sempre che essi esistano altrimenti si ricade nel primo caso base.

La precondizione porta a questo e la postcondizione sarà dimostrata anche dal fatto che, una volta scanditi in larghezza i livelli presenti, avanzo di livello sia nei nodi che nei livelli stessi, poiché presenti da PRE e di conseguenza saranno sicuramente anche in POST.

**Trovare un nodo in un albero BST (avendo campi info ed n, che ci da il nodo n-esimo dell’albero durante il suo attraversamento).**

Considerato un albero BST, vogliamo che restituisca il nodo n-esimo secondo l’ordine infisso (sinistra-radice-destra). Il campo n è importante per capire dove ci stiamo muovendo, dato che diminuisce ad ogni spostamento più in profondità dell’albero (quindi determinando quanti sottonodi ha in un momento preciso un certo nodo).

PRE=(albero(r) è benformato,n>0)

nodo\* trova(nodo\*r, int n)

POST=(se albero(r) contiene almeno n nodi, restituisce il puntatore al nodo numero n nell’ordinamento determinato dalla visita infissa, altrimenti restituisce 0)

Versione iterativa

nodo\* trova(nodo\*r, int n){

bool stop=false;

while(r && !stop){

if(n==r->num)

stop=true;

if(n>r->num)

r=r->left;

else

r=r->right;

}

}

Versione ricorsiva

nodo\* trova(nodo\*r, int n){

if(r->num<n) return 0;

else{

if(r->left){

return trova(r->left, n);

}

if(r->left->num+1==n){

return r;

}

if(r->right){ //stesso spostamento che a sx

return trova(r->right, n-(r->left-num)-1);

}

}

If(n==1)

return p;

else

return trova(p->right, n-1);

}

Il BST è un po’ diverso e nell’esercizio originale non si considera l’implementazione iterativa, comunque fattibile grazie al confronto del campo num con il campo n dato e diventa effettivamente facile ricercare un campo in queste condizioni.

Induttivamente possiamo quindi ragionare dicendo, se non abbiamo la radice dell’albero lo ritorno subito, altrimenti ci muoviamo subito a sinistra e subito a destra, nel caso iterativo semplicemente un pezzo alla volta, perché me lo dice la precondizione, Ciò implica che la ricerca possa interrompersi solo nel caso base in cui non ho più elementi o sono arrivato alla radice.

Nel caso ricorsivo, invece, mi muovo allo stesso modo finché ho abbastanza elementi e, se mi muovo a destra, sottraggo lo stesso numero di nodi per avere la stessa quantità esaminata dall’altra parte.

A questo punto la ricerca va avanti sulla base dell’intero *num*>0, utilizzato solo nella versione ricorsiva, dove mi permette di spostarmi agevolmente.

**Albero binario da cui devo costruire due liste (una che contiene i valori distinti di T e l’altra gli altri valori)**

Solita struttura nodoE e seguente prototipo:

void filtra(nodo\*R, nodoE\*& tenere, nodoE\*& buttare)

L’idea intuitiva dell’algoritmo risolutore è capire, oltre ad aver esaminato il classico caso della lista vuota, se l’info del nodo in questione è già stato incontrato; nel qual caso andrà in tenere, altrimenti in buttare.

La funzione qui sarà ricorsiva, ma a scopo di esercizio ne ricavo anche una funzione iterativa, brevemente commentata in quanto simile all’altra se non per due singole istruzioni.

Seguono poi due funzioni iterative, di cui si forniranno maggiori dettagli sotto, concludendo la trattazione del problema con la dimostrazione induttiva per ogni singolo algoritmo.

void filtra(nodo\*R, nodoE\*& tenere, nodoE\*& buttare)

{

If(!R) return;

if(check(R, tenere)) tenere=new nodoE(R, tenere);

else buttare=new nodoE(R, buttare);

filtra(R->left, tenere, buttare);  
 filtra (R->right, tenere, buttare);

return;

}

Nella variante iterativa, poco cambia, mi sposto a sx e dx con r=r->left e r=right, il resto rimane uguale.

bool check(nodo\*R, nodoE\*& tenere){

if(tenere->info->info==R->info) return true;

else return (R, tenere->next);

}

Oltre alla funzione filtra, si chiede di costruire 2 funzioni iterative:

1. una funzione iterativa buildBST che usa la lista tenere per costruire un albero BST aggiungendo, uno alla volta, i nodi di R puntati dalla lista tenere. Inoltre, la funzione, man mano che la lista tenere viene consumata,deve deallocare i suoi nodi nodoE non più utili.
2. la funzione butta che si occupa di deallocare i nodi della lista buttare. Attenzione che si tratta di buttare sia i nodi nodoE della lista buttare che i nodi di tipo nodo che sono puntati da questi nodoE.

Mettiamoci all’opera dunque con le singole funzioni, partendo da buildBST, il quale opera già su un puntatore a nodo e per questo direi tipo di ritorno un void.

Sappiamo inoltre che per non creare garbage nello heap devo subito deallocare ciò che sto ora creando, questo dalla lista tenere. La scorro iterativemente e ricorsivamente per considerare ambedue le trattazioni del problema.

void buildBST(nodo\* BST, nodoE\* tenere){

while(tenere){

if(!tenere || !BST ) BST=new nodo(tenere, 0);

nodoE\*aux=tenere;

if(tenere->info->info < BST->info){

BST=BST->left;

delete tenere;

tenere->next=aux->next;

}

else{

BST=BST->right;

delete tenere;

tenere->next=aux->next;

}

BST->info=tenere->info->info;

tenere=tenere->next;

}

}

Ho poi la funzione butta da scrivere che dealloca i nodi di buttare, dove segnala che si devono togliere naturalmente sia gli info quindi i nodo che i nodoE, indicazione poco utile perché si sa già questa cosa.

void butta(nodoE\* buttare){

if(!buttare) return;

nodoE\* aux=buttare;

delete buttare;

buttare->next=aux->next;

}

Nel modo ricorsivo si richiama semplicemente la funzione e si distrugge al ritorno della ricorsione, nessuna sorpresa quindi da questo punto di vista.

Dal punto di vista delle dimostrazioni induttive, il caso base:

-albero vuoto, quindi mi fermo nel caso di butta, invece nel caso di buildBST costruisco un nodo, anche quando ho BST senza nodi, la prima volta, per poter aggiungere il nodo.

Considerando da PRE che scrivo ora (partendo quindi in butta con una lista buttare nodoE riempita di valori, e nel caso di buildBST il nodo\* BST, lista che deve essere costruita e tenere lista riempita di elementi diversi da 0), ci si sposterà nelle liste concatenate fino a quando contengono elementi, quindi matematicamente fino a l->next definito e !=0.

Intuitivamente, per ogni singolo nodo lo metto nella radice perché so dove sono in un determinato momento, altrimenti grazie al puntatore ne salvo la posizione e dealloco il nodo attuale, non lasciando garbage nello heap. A questo punto passo al nodo successivo.

Nel primo caso, si considera la condizione BST, quindi della maggioranza/minoranza di un nodo rispetto all’albero maestro e cerco di capire se posso infilarlo in una determinata posizione, a sinistra se minore e a destra se maggiore di chiave.

Nel secondo caso, semplicemente devo deallocare tutto ciò che trovo, dal punto di vista di nodi info, in quanto i nodoE\* mi servono per muovermi, fintanto che si mantiene la condizione iniziale cioè nodoE\*

next!=0. POST sono dimostrate.

**Eliminare i nodi con info==y dall’inizio e dalla fine di una lista concatenata**

nodo\* elimI(nodo\*L, int &n, int k, int y){

if(!L) return 0;

if(L->info == y){

n++;

nodo\* x =elimI(L->next, n, k, y);

}

If(n==k) return L;

If(n > 0){

delete L;

n=n-1;

return x;

}

else{

L->next=x;

return L;

}

}

Nella soluzione di eliminare dalla fine, faccio direttamente un controllo al posto del classico caso base L!=0 controllando quanti nodi mi rimangono, poiché k sono i nodi ancora da cancellare, altrimenti non ne abbiamo altri e ritorno 0.

In soldoni quindi, prendo il nodo della lista spostata ricorsivamente e controllo quanti nodi mi rimangono; se me ne rimangono ancora, cancello il nodo attuale e mi sposto a quello dopo diminuendo n, altrimenti ritorno i nodi che ho (x se ne ho ancora e 0 altrimenti); in entrambi i casi si dimostra facilmente che la lista presenta dei valori, in un caso generico di esecuzione. Nel caso base chiaramente è vuota e si ritorna nullptr, altrimenti si continua a scorrere la lista alla ricerca di un possibile nodo da eliminare.

La differenza sostanziale sta nell’idea di trattazione, in quanto eliminare dalla fine significherebbe eliminare dopo aver fatto tutti i controlli e quindi come prima istruzione nella funzione, ma dopo essersi spostati; eliminare all’inizio significa cancellare immediatamente fatto lo spostamento ricorsivo.

In diversi esercizi, il caro professore utilizza, in questo caso con un senso, una variabile n, in questo caso passata per riferimento e quindi deve essere decrementata con l’apposita istruzione separata.

Essa pernette di capire come e dove spostarsi all’interno della struttura linked-list fino a quando ho nodi; se ne ho ancora vado avanti (L->next fintanto che ho n-k nodi da eliminare costituendo poi un suffisso di L valido nel caso 2 e un pre-fisso valido nel caso 1, eliminando le y-esime occorrenze n>=k, usando dei termini più formali e che si spera possano andare bene al carissimo professore).

**Distribuire i nodi di una lista su due liste L1 ed L2 (in L1 quelli contenuti in A e in L2 quelli no)**

Quindi:

A=[2, 4, 10] Grigio= Non ce ne frega nulla

I gialli vanno intesi come indici in L (quindi indice 2 e indice 4); facendolo coi colori si vede subito cosa si deve fare, no?

L= 3->1->2->20-> -11

Diventa: L1: 2-> -11 e L2= 3 ->1->20

L’idea originale deve sfruttare le code, noi usiamo un semplice nodo\*.

Iterativamente:

nodo\* distr\_it(nodo\*&L, int\*A, int dimA){

while(L && i < dimA){

nodo\*x=L;

while(x){

if(A[i]==x->info)){

Nodo\*L1=L;

L=L->next;

L1->next=0;

L1=conc(L1, x);

}

else{

Nodo\*L2=L;

L=L->next;

L2->next=0;

L2=conc(L2, x);

}

X=x->next;

}

L=L->next;

i=i+1;

}

//finisco prima ma rimangono ancora elementi in L

while(L){

Nodo\*L2=L;

L=L->next;

L2->next=0;

L2=conc(L2, x);

}

return L1;

}

Ricorsivamente:

nodo\* distr\_ric(nodo\*&L, int\*A, int dimA, int n){

if(!L || !dimA) return 0;

nodo \*L1, \*L2;

if(n == \*A){

L1=L;

L=L->next;

L1->next= distr\_ric(L, A+1, dimA-1, n+1);

}

else{

L=L->next;

L2=distr\_ric(L, A+1, dimA-1, n+1);

}

}

Dimostrazione induttiva

Nel caso iterativo si procede, fintanto che ci sono elementi nell’array e nella lista. Al passo i-esimo, valuto se l’elemento i-esimo di A è contenuto in qualche forma in L; se risultasse contenuto a quel punto stacchiamo il nodo i-esimo da L mettendolo in L1, mentre se non risulta contenuto lo mettiamo in L2.

Ciò va avanti fino alla fine della lista.

Invece nel ricorsivo, ci sta una utilissima variabile n (è ironico ma neanche troppo; il professore carissimo la spiega come una variabile che sommata agli indici fa trovare gli elementi corrispondenti, che vuol dire tutto e niente come sempre.

In realtà sarebbe come avere i nel caso iterativo, e il problema è facile).

Quindi se l’elemento n k-esimo è uguale all’elemento i-esimo in L, si va in L1 altrimenti in L2. Simple as that.

**Spezzare una lista in due liste prendendo gli indici di un array di interi A**

Quindi se A = [2, 2, 1, 3] ed L = 3->1->2->20-> -11

I primi 2 di A vanno in L1, per l’indice dopo altri 2 elementi vanno in L2, per l’indice dopo 1 elemento va in L1 mentre gli ultimi 3 in L2.

Morale della favola, L1 sarà 3->1-> -11, mentre L2= 2->20

Semplice e chiaro, altro che una pagina di testo per sta robaccia.

La funzione è questa e il carissimo professore consiglia due funzioni, una che concatena due liste e l’altra che stacca i nodi, un po’ come viene sempre fatto in questi casi direi, gran bella mano come sempre!

void Fric(nodo\*L, int\*A, int dimA, nodo\*&L1, nodo\*&L2){

if(!dimA) return;

if(!L) L1=conc(L1, L);

f=taglia(A[0], L, resto);

L=resto;

resto=0;

L1=conc(L1, f);

s=taglia(A[1], L, resto);

L=resto;

resto=0;

L2=conc(L1, f);

}

nodo\* taglia (int q, nodo\* L, nodo\* resto){

if(!L || q<=1) return 0;

while(q > 1){

L=L->next;

q=q-1;

}

If(L){

resto=L->next;

L->next=0;

return resto;

}

}

void Fiter(nodo\*L, int\*A, int dimA, nodo\*&L1, nodo\*&L2){

while(L && dimA){

f=taglia(A[0], L, resto);

L=resto;

resto=0;

L1=conc(L1, f);

s=taglia(A[1], L, resto);

L=resto;

resto=0;

L2=conc(L1, f);

A=A+2;

dimA=dimA-2;

}

}

È oggettivo dimostrare come la funzione data stacchi pezzi di lista, piuttosto che ogni indice, ogni due indici; nel ragionamento ricorsivo, la cosa si considera facendo due ricorsioni, una sull’elemento iniziale e l’altra sull’elemento i-esimo +1; in questo modo si considerano due metà di lista, che alla successiva iterazione saranno ordinate per il calcolo della lista e della parte restante (resto quindi), staccabile (quindi accodando alla stessa porzione resto) finché abbiamo nodi ed è soddisfatta la detta condizione.

Al nodo i-esimo fino a i=n-1 vengono staccati tutti i nodi con questa condizione, soddisfando POST (che richiede di staccare la lista, essendo POST intuitive non vengono da me segnate.

Se invece discutiamo la versione iterativa, il discorso non cambia molto, sfruttando l’iterazione, che richiede un incremento “manuale” di A, decrementando dimA della stessa quantità fornita. Se ho abbastanza elementi tali da poter eseguire l’operazione descritta, vedi sopra, è soddisfatta.

**Formare pezzi di lista Crescenti e Non Allungabili (CeNA) di una lista, per esempio:**

L= 2->3->4->-2->-2->3->1->1->10->11->2->0

Prendiamo i pezzi che è possibile, tipo 2-3-4, oppure altri come 2-2-3, 1-1-10-11, 2, 0.

Intuitivamente credo che l’idea sia chiara.

nodoL è come nodoE e dobbiamo restituire una lista con quelle caratteristiche. Viene consigliata una funzione ausiliaria.

La funzione ricorsiva è la seguente:

nodoL\* Gric(nodo\*L){

if(!L) return 0;

nodo\*x=L;

nodo\*y=tagliaric(L);

L=y->next;

y->next=0;

nodoL \*z=new nodoL(z, Gric(L->next);

return z;

}

nodo \*tagliaric(nodo \*L){

if(L->next && L->info <= L->next->info)

return tagliaric(L->next);

return L;

}

Per la parte iterativa abbiamo invece una funzione che mantiene i nodi formati in lungh. descrescente a parità di lunghezza.

nodoL\* ordina(nodoL\* LL){

nodoL \*x=0;

while(LL){

nodoL \*coda=LL;

LL=LL->next;

coda->next=0;

x=push\_order(x, coda);

}

}

nodo \*push\_order(nodoL \*x, nodoL \*y){

nodoL start=x;

if(!x) return y;

else if(!y) return x;

while (contanodi(x)<=contanodi(y) && x->next){

x=x->next;

}

if(x->next){

z->next=x->next;

x->next=z;

return start;

}

else{

x->next=z;

return start;

}

}

**Restituire il nodo k-esimo percorrendo un albero binario**

In questo caso abbiamo una funzione ricorsiva che restituisce il nodo k-esimo seguendo l’ordine infisso. Si noti che in questo esercizio si utilizza anche un campo “n”, che indica il numero di nodi radicati nel sottoalbero considerato un determinato nodo. Vi sono poi C, array di interi con elementi maggiori a prof. di albero (usato evidentemente per lo scorrimento come ogni tanto capita, 0 se vado a sx, 1 se vado a dx) e k, il cui valore sottratto ad m restituisce sarà il valore finale di k.

nodo\*cerca1\_infix(nodo\*r, int&k,int \*C){

if(!r) return 0;

if(k==1) {\*C=-1; return 0;}

if(r->left){

\*C=0;

return cerca1\_infix(r->left, k, C+1);

}

if(r->right){

\*C=1;

return cerca1\_infix(r->right, k, C+1);

}

k=k-1;

}

Quella sopra è una normale, classica funzione di scorrimento ricorsivo, non credo ci sia molto da commentare.

Passiamo invece ad una funzione ricorsiva chiamata *completa*, in cui bisogna completare il campo n valorizzandolo con i nodi contenuti nei sottoalberi di riferimento radicati nel nodo.

La funzione sarà la seguente (una nota che fa il prof è di non usare funzioni ausiliarie):

void completa(nodo\*r){

int sx, dx;

if(!r) return;

completa(r->left);

completa(r->right);

if(r->left)

sx=r->left->n;

if(r->right)

dx=r->right->n;

r->n=sx+dx+1; //per valorizzare la radice in ogni caso, anche con dx e sx vuoti

}

Viene poi richiesta una funzione iterativa che restituisce il nodo k-esimo dell’albero e il cammino dalla radice fino al nodo interessato. Della funzione detta è richiesto un invariante, che fornirò e commenterò a seguito della scrittura della funzione, con firma e implementazione sotto riportata.

Una cosa da aggiungere è che il prof specifica che l’uso di n è utile per seguire il cammino senza errori; in effetti come già visto permette di capire se un campo è giò stato visitato per esempio nella radice, senza dover eseguire lo spostamento, ma semplicemente seguendo questa sorta di sentinella.

Si sa quindi che il nodo k<= r->n verrà sempre trovato, perché ci sarà sempre una radice di suo riferimento.

nodo\* cerca2\_infix(nodo\* r, int k, int\*C){

bool found=false;

if(!r) return 0;

while(r && !found){

if(r->left) {

if(r->left->n >=k){

\*C=0;

r=r->left;

C=C+1;

else{

k-=r->left->n;

if(k==1){

\*C=-1;

found=true;

}

else{

\*C=0;

r=r->right;

C=C+1;

k=k-1;

}

}

}

if(r->right) {

if(k==1){

found=true;

\*C=-1;

}

else{

\*C=1;

r=r->right;

C=C+1;

}

}

}

}

Detto questo, la funzione presenza un’invarianza interessante, grazie anche ad n. In poche parole smetto il ciclo qualora abbia trovato un elemento e qualora abbiamo abbastanza nodi rispetto ad r->k, tra n ed 1. Nel nodo r-k esimo in n la ricerca si conclude, altrimenti si cerca a destra e sinistra.

Più formalmente, scriviamo un intuitivo invariante di questo tipo:

*R=(1<=r->k<=n && ricerco a dx/sx il nodo k-esimo considerano gli n spostamenti in ordine infisso && found==true sse k==1 a dx o sx)*

Proseguendo quindi, la dim. induttiva per ogni funzione segue un principio semplice.

Partiamo dall’ultima funzione.

Considero il caso base in cui non ho abbastanza nodi, ritorno 0.

Considero invece quando ho abbastanza nodi e posso muovermi a sinistra, radice e destra. Devo però considerare come variabile n, che mi aiuta nello spostamento tra sx, radice e dx.

Se esiste il nodo sinistro, ricerco un nodo ricorsivamente solo a sx. Qualora lo trovassi interrompo la ricerca, altrimenti sottraggo lo stesso numero k di nodi percorsi e guardo la radice per trovare il nodo.

Se esiste fermo la ricerca, altrimenti vado a destra e controllo da questa parte.

Se non ho fortuna, proseguo a sinistra e controllo se ho trovato il nodo k-esimo, altrimenti proseguo ulteriormente la ricerca, guidandomi con n, il quale mi evita degli spostamenti nei nodi radice, grazie alla proprietà dell’assicurato spostamento k-esimo da n elementi presenti.

La funzione completa non è poi molto dissimile da questa, in quanto semplicemente percorriamo tutto l’albero, cercando di capire se esistono nodi a sinistra e destra. Essendo ricorsiva posso solo spostarmi e poi valorizzare n con i nodi percorsi fino a quel momento, sommando questi ultimi valori se presenti al valore 1 per formare il nodo radice (nel caso pessimo in cui entrambi siano a 0). POST verrebbe rispettata data la validità degli spostamenti presenti e le operazioni svolte sul campo n per poter ragionare.

Non cambia molto infine nella prima funzione, la quale si sposta solo se presenti i nodi valorizzando N. In questa non c’è poi molto da aggiungere a quanto descritto, vista poi la chiara spiegazione della funzione *completa* già totalmente bastevole a coprire la funzione descritta.

**Eliminare le ripetizioni di in un campo info da una lista concatenata lasciando solo il primo info non ripetuto (l’implementazione originale prevedeva l’uso di una struttura coda, noi lo facciamo con una lista).**

Questa tipologia di esercizio è prevedibile e occasionalmente spunta, lo facciamo *once and for all*, direi.

Viene richiesta una funzione ricorsiva sotto presente.

Una cosa interessante da considerare qui è una lista con info e un campo che segnala la posizione; questa deve essere usata per mettere i singoli nodi della stessa posizione nello stesso nodoF, lista estesa di nodi.

Se avessimo ad esempio questa lista (primo campo è la posizione nella sequenza, il secondo campo è info)

L=[0,2]->[1,0]->[2,2]->[3,0]->[4,1]->[5,2]->[6,1]->[7,2]->[8,0]->[9,1]

Vorrebbe dire che i singoli nodi (tolte le dette ripetizioni) sarebbero così:

1. [3,0] -> [8,0]
2. [6,1] -> [9,1]
3. [2,2] -> [5,2] ->[7,2]

Quello sopra è il caso di nodi della stessa posizione messi poi in una coda, come detto, quindi una FIFO con campi primo e ultimo. A scopo didattico usiamo nodoF che collega i singoli nodi.

La funzione sotto usa due funzioni ausiliarie ricorsive che sono (adattate nel caso di insR che restituiva originariamente una FIFO e accoglieva sempre una FIFO come secondo parametro):

1) nodoF\* eliminaR(nodo\*&L, int x){

if(!L) return 0;

nodoF\* x=eliminaR(L->next, x);

if(L->info == x){

nodo\*y=L;

L=L->next;

x->next=new nodoF(x->next, y);

}

return x;

}

2) nodoF\* insR (nodoF\* Q, nodo \*x){

if(!Q) return new nodoF (Q, x);

Q->next=insR(Q->next, x);

return Q;

}

nodoF\* tieni\_primo\_ric(nodo\*& L){

if(!L) return new nodoF(0);

nodoF \*x=eliminaR(L->next, L-info);

nodoF\* lista=tieni\_primo\_ric(L->next);

lista->next=insR(lista, x->info);

return lista;

}

Le tre funzioni quindi cooperano con l’ultima che toglie, ordina e restituisce usando le altre due. La funzione di inserimento è la classica funzione ricorsiva: scorri finché ne hai e riesci ad inserire, altrimenti fermati perché non hai più nodi. L’altra funzione serve ad eliminare ricorsivamente un nodo uguale ad un altro con info == x, cosa che viene fatta ed eseguita quindi in tempo lineare.

Per la parte iterativa richieste due funzioni controparte di quelle viste qui sopra, quindi:

nodoF\* tieni\_primo\_iter (nodo\*& L){

nodoF \*x=0;

nodo \*aux=L;

while(aux){

nodoF\*y=elimina(aux->next, aux->info);

if(y) x=insI(x, y);

aux=aux->next;

}

return x;

}

e poi anche

nodoF \*insI(nodoF \*Q, nodo \*x){

if(!Q) return new nodoF(Q, x);

while(Q && Q->info < Q->next->info){

Q=Q->next;

}

return Q;

}

**Affettare un array di interi A in liste L di dimensione dimA**

L=4->3->10->7->2->5->6->8->9->1

A=[2,2,1,0,3]

dimA=5

F1=4->3 (perché A[0]=2)

F2=10->7 (perché A[1]=2)

F3=2 (perché A[2]=1)

F4= nulla

F5=5->6->8

Iterativa

nodoL\* affettaiter(nodo\*&L, int\*A, int dimA){

nodoL \* list=0;

while(L && dimA){

nodo\*x=taglia(L, A[i]);

L=x->next;

x->next=0;

if(x) L=accoda(L, x);

else list=new nodoL(0);

}

}

return list;

}

nodo\* taglia(nodo\*&L, int k){

while(L && k>1){

L=L->next;

k=k-1;

}

return L;

}

nodo \*accoda(nodo\*L, nodo\* x){

while(L)

L=L->next;

L->next=x;

return L;

}

Parte ricorsiva

nodoL\* affettaric(nodo\*&L, int\*A, int dimA){

if(!L || !dimA) return 0;

int current=A[i];

if(current == 0){

nodo\*x=affettaric(L, A+1, dimA-1);

x-next=0;

return x;

}

else{

nodo\*x=taglia(L, \*A);

L=x->next;

x->next=0;

nodoL \*y=affettaric(L, A+1, dimA-1);

return y;

}

}

nodo\* taglia(nodo\*&L, int k){

if(k==0) return 0;

else return taglia(L->next, k-1);

}

Classica funzione di taglio, con una serie di elementi positivi, un array di interi non negativo da scandire. Si presuppone ci sia ed esista ogni singolo elemento fino al limite fissato dimA, tale che si possa eseguire il taglio senza particolari problemi. Per il resto si tratta quindi di tagliare in partizioni a-esime a lista L fintanto che rimangono degli elementi.

**Esercizio che considera array a 3 dimensioni avendo due funzioni (lettura e pattern match su array di interi P)**

In questo caso, si parla di V-fette, che significa scorrere l’array a 3 dimensioni tenendosi la riga (lim2) e poi scorrere tutto a mo’ di divisioni e mod, sapendo che in ogni operazione di queste aumenta l’indice (per esempio 0 mod 3=0, 1 mod 3=1, 2 mod 3=2, 3 mod 3=0, quindi inizia una nuova regione.

In questo caso, l’array è questo con lim1=3 (sono 3 strati), lim2=4 (sono 4 righe) e lim3=5 (sono 5 colonne).

0 0 1 0 1 0 0 0 2 1 1 1 2 2 0

1 0 0 1 1 0 0 0 2 2 0 0 0 0 0

0 0 2 3 1 3 3 1 0 0 2 2 2 0 3

3 1 1 2 0 2 2 2 2 2 1 2 2 3 4

e considera le V-fette in orizzontale sto giro, quindi come da colori sopra e

(0,1,0), (1,0,0), (0,3,2), (3,2,1)

Essendo 15 elementi, si nota come la divisione che sarà fatta in lettura per prendersi 3 elementi è data proprio da una divisione su lim1, che in questo caso è 3 (3 strati, cioè tre quadrati, intuitivamente).

Dovrà essere composta una funzione legge con segnatura:

int legge(int\*A, int lim1, int lim2, int lim3, ifstream & IN)

PRE=(lim1, lim2 e lim3 sono valori positivi, A contiene almeno lim1\*lim2\*lim3elementi, lo stream IN contiene o -2 o almeno lim1\*lim2\*lim3 valori interi)

POST=(La funzione restituisce il numero di valori letti da IN(escludendo l'eventuale sentinella), i valori letti sono inseriti in A (visto come X[lim1][lim2][lim3]) per V-fette, secondo l'ordine per tasselli. La lettura si interrompe o quando viene letta la sentinella -2 oppure quando sono stati letti lim1\*lim2\*lim3 valori).

L’ordine per tasselli che cita è l’ordine delle V-fette tagliate e viste in orizzontale, come ho scritto sopra (quindi 0,1,0 ecc.). In realtà è simile alla solita roba.

La funzione legge fa uso di un’altra funzione che le taglia e che scrivo subito, che è:

coord calc\_coord(int lim1, int lim2, int lim3, int VF, int n){

A.s=[n%lim1];

A.r=[n/lim1];

A.c=VF;

return A;

}

La funzione sopra calcola le v-fette, che possono essere anche solo parzialmente riempite, la solita fregatura. All’atto pratico, si considera che data la scansione in corso, possa finire prima del tempo.

Andiamo a scrivere *legge* (funzione iterativa), quindi:

int legge(int\*A, int lim1, int lim2, int lim3, ifstream & IN){

int i=0; bool stop=false;

while(i<lim1\*lim2\*lim3 && !stop){

for(int VF=0; VF < lim3 && !stop; VF++)

int valore; IN << valore;

if(valore == -2) stop=true;

else{

int slice=calc\_coord(lim1, lim2, lim3, VF, n);

//vado a riempire A visto come A[lim1\*lim2\*lim3]

A[lim2\*lim3\*slice.s\*lim3\*slice.s\*slice.c]=valore;

i=i+1;

}

}

}

}

Spiegazione semplice: lim2\*lim3\*strato perché scorro 20 elementi per prender il pezzo successivo (ad esempio 0,1,0 prima indice 0, poi indice 1 dopo 20 elementi e indice 2 dopo altri 20 elementi).

Poi per prendersi un elemento su un nuovo strato, considerato che scorro gli strati in orizzontale prendendo 3 elementi, allora devo usare lim3.

Se invece, per esercizio, avessi voluto prendere 0,1,0,3 come v-fetta come sempre fatto avrei dovuto fare:

lim1\*lim3\*slice.s\*lim2\*r\*c]

Nel ciclo si considera lim3 sulle V-fette per un motivo semplice: si noti lim1\*lim3=15, quindi è una scansione che considera ogni possibile elemento e perché ci sono 5 colonne, quindi dovrò avere per forza 5 come limite finale.

Da un punto di vista di correttezza, l’invariante è il solito indice, questa volta tra lim1\*lim2\*lim3 e il fatto che venga considerata una scansione e taglio ove presenti le V-fette. Tagliata quindi la porzione a tasselli dell’array, si considera l’input che può essere 2 e il ciclo viene interrotto oppure diverso da 2 e si taglia la v-fetta andando a riempire A come se avesse 3 dimensioni con il valore preso in input.

Più interessante è la parte ricorsiva, funzione che cerca un match dei valori negli indici di P tra le v-fette, facendo in modo che se trovo un elemento matchato in un indice di P, esso prosegua anche sull’indice successivo.

Facendo un esempio pratico, supponendo di aver letto in X:

3 0 0 - 1 0 0 - 1 3 3 - 3 3 5 e 3 3 0 – 1 1 0 – (-2)

(avendo quindi la prima v-fetta completa e la seconda incompleta)

mentre P è: 1 0 0

Si nota come il match ci sia nell’indice 3 di v-fetta 0 e poi nell’indice 5 di v-fetta 1, come sopra.

La funzione *F1* che sarà generata deve stampare i 2 indici in cui si ha avuto la stampa, quindi 3 e 5.

Se il match si interrompe prima, si stampa quello che si è trovato, altrimenti si stampa -1 perché il match deve essere ricercato solo se si è trovato un match nella v-fetta precedente, proseguendo poi nella v-fetta +1; se c’è si va avanti, altrimenti si stampa -1.

Di fatto si controlla subito l’esistenza di un match; se il match esiste e prevede il proseguimento in un’indice vfetta+1, avanzo ricorsivamente altrimenti mi fermo. C’è poi una variabile *restoelem*, occasionalmente anche *nelem* negli esercizi del prof che indica il numero di elementi presenti nelle fette.

La funzione ricorsiva quindi avrà questa firma e corpo:

void F1(int\*A,int lim1, int lim2, int lim3, int\*P,int dimP, int restoelem, int inizio, int VF, ofstream & OUT){

if(!dimP || restoelem <=0) return;

int matched=match(A, lim1, lim2, lim3, restoelem, inizio, VF);

if(matched >= (lim1\*lim2-1) ) //si vede che in una V-fetta completa ci sono 11 elementi

//se vedo che finisce prima mi fermo e devo stampare “Fine”

OUT << “Fine”;

if(matched != -1)

F1(A, lim1, lim2, lim3, P+1, dimP-1, restoelem-(lim1\*lim2)-(match+1-inizio), inizio, VF+1, OUT);

//nella scans. precedente si fa restoelem – (lim\*lim2) perché sono quelli gli elementi da scorrere

//nel match di una v-fetta sottraendo poi il punto di inizio di un match

//e incrementando la v-fetta

//altrimenti ritorno la stessa funzione ma avanzando solo di una v-fetta

else

F1(A, lim1, lim2, lim3, P+1, dimP-1, restoelem-(lim1\*lim2), inizio, vf+1, OUT);

}

A questo punto vado a cercarmi il match con la stessa tecnica di prima dentro A, controllando sempre ci

siano abbastanza elementi e che l’indice iniziale di match stia dentro una v-fetta (quindi sempre lim1\*lim2-1, esattamente 11 elementi)

int match(int\*A, int lim1, int lim2, int lim3, int \*P, int restoelem, int inizio, int VF){

if(restonelem <=0 || inizio > lim1\*lim2-1) return 0;

int valore=calc\_coord(lim1, lim2, lim3, VF, inizio);

if(A[lim2\*lim3\*valore.s+valore.r\*valore.c\*lim3]==\*P)

return inizio;

else

return match(A, lim1, lim2, lim3, \*P, restpelem-1, inizio+1, VF};

}

Concludendo, il problema qui principale è capire dove ci troviamo, con alcuni accorgimenti e poi la funzione si scrive; bisogna entrare nell’ottica e credo che questo esercizio faccia capire bene.

Il resto sono solo alcuni commenti di contorno; assumendo il fatto che la funzione ausiliaria calc\_coord mi trovi il valore da cui ricavarmi il corrispondente elemento in A, controllo che sia una v-fetta disponibile. Se sì, allora, ritorna il punto iniziale di match, quindi l’indice, ricorrendo poi a partire da questo altrimenti ritorno semplicemente -1. Chiaro quindi che se esiste un elemento e una v-fetta grazie ai controlli dati induttivamente esiste l’elemento dopo e induttivamente ricerco il match diminuendo la complessità del problema sempre più, altrimenti termino e rispetto sempre POST.

**Trovare successore e predecessore in alberi BST**

Sappiamo la proprietà dell’albero BST, cioè una chiave rispetto alla quale inserisco a sinistra gli elementi minori e a destra gli elementi ad essa maggiori, ricorsivamente di solito. In realtà il fatto di avere un BST permette una risoluzione iterativa del problema abbastanza agevolmente.

Un commento interessante nei BST è una funzione che trova il predecessore di un nodo, cioè quello che viene stampato prima del nodo attuale.
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Ad esempio rispetto al BST sopra, 7 è predecessore di 15 (altro esempio, rispetto al valore 6, 5 sarà il predecessore, rispetto sempre ad un classico ordine prefisso dell’albero almeno dal punto di vista di stampa).

Per ogni nodo quindi controllo se il nodo ha un figlio a sinistra, se lo ha cerco a destra per trovare il valore più grande. Se non ha figli a destra, il valore predecessore è lui, perché in un BST lui è il valore più grande. Il ciclo mi permette di determinare se il nodo attuale era il predecessore, se non lo era, troviamo che il predecessore è il più grande tra gli elementi non a sinistra.

Soluzione iterativa, ricorsiva segue lo stesso principio perché cambia molto poco.

nodo \*predecessor(nodo\*T){

while(T){

nodo\*parent=T;

if(T->left) return max(T->left);

else{

nodo\*prec=parent;

while(prec !=nullptr && prec == T->left){

nodo\*old=p;

T=parent;

parent=old;

}

if(p) return p;

else return nullptr;

}

}

}

nodo\* max(nodo \*T){

while(T->right)

T=T->right;

return T;

}

Essendo quindi un BST, trovare il massimo significa semplicemente scorrere a destra; in un albero normale significa invece scorrere a destra e sinistra ricorsivamente e confrontare ogni volta chi è il minore, ritornandolo. Lo stesso vale per il maggiore.
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Sopra invece un esempio del successore di 23, che è 50, con apposito algoritmo iterativo.

Il ragionamento è quasi identico a quello sopra, controlliamo chi è il nodo minore rispetto al nodo a destra e confrontiamo nella posizione destra attuale se ho un nodo a sinistra, se lo ho quello è il successore, altrimenti avevo un successore in precedenza e lo confronto alla stessa maniera di prima. Se avevo prima un successore, avanzo ricordando che il vertice attuale sarà il genitore, quindi ricerco di nuovo un valore minimo e proseguo finché ho un valore diverso, necessariamente minore a sinistra. Quello sarà il successore. Se non ne ho, termino.

nodo \*successor (nodo\*T){

while(T){

nodo\*parent=T;

if(T->right) return min(T->right);

else{

nodo\*prec=parent;

while(prec !=nullptr && prec == T->right){

nodo\*old=p;

T=parent;

parent=old;

}

if(p) return p;

else return nullptr;

}

}

**Pattern matching tra un albero BST e un array P**

Sappiamo la proprietà dell’albero BST, cioè una chiave rispetto alla quale inserisco a sinistra gli elementi minori e a destra gli elementi ad essa maggiori, ricorsivamente di solito. In realtà il fatto di avere un BST permette una risoluzione iterativa del problema abbastanza agevolmente.

Supponendo per esempio di avere R albero BST e P come pattern sotto riportati:

R=[20]([10]([5]([0](\_,\_),[12](\_,\_)),[15]([13](\_,\_),\_)),[30]([25]([22](\_,\_),\_),[35]([33](\_,\_),\_)))

P=[25, 22, 35, 38]

È una buona rappresentazione dell’albero senza doverlo rappresentare graficamente (lunghina da fare, per esempio si capisce che se ho un parentesi a sinistra ho un nodo sotto, tipo 10 sottoalbero sinistro di 20, 5 sottoalbero sinistro di 10 e così via).

Per esempio 0 non ha elementi né a destra ne è a sinistra, foglia quindi.

Nel qual caso è richiesta una funzione ricorsiva che attraversa in ordine prefix l’albero e cerca il match.

PRE=(albero(R) è ben formato, profondita>=0, dimP>=0 e P ha dimP elementi)

nodoP\* match(nodo\*R, int profondita, int\*&P, int & dimP)

POST=(restituisce una lista di nodoP che corrisponde al massimo match di P nei nodi di R esaminati in ordine prefisso, la lista, P e dimP sono come descritti prima)

nodoP\* match(nodo\*R, int profondita, int\*&P, int & dimP){

nodoP\*list=0;

if(!R) return new nodoP(0);

else{

if(R->info == \*P){

P=P+1;

dimP=dimP-1;

list=new nodoP(R);

}

else if(R->info > \*P)

L=conc(L, match(r->left, profondita+1, P, dimP);

else if(R->info < \*P)

L=conc(L, match(r->right, profondita+1, P, dimP);

return L;

}

}

La funzione *conc* viene messa a disposizione a priori e viene usata per concatenare le parti dove esiste match; la proprietà BST è utile poiché mi permette di esaminare l’albero meno volte, controllo più agilmente grazie alla proprietà considerata rispetto alla chiave. Non era richiesto dal prof il discorso di predecessore e successore, ma utile nella trattazione della struttura e presente sulle slide, oltre ad altre funzioni standard quali calcolo dell’altezza (conto quanti elementi ci sono a sinistra e destra e confronto, aggiungendo uno nel caso uno dei due pezzi sia vuoto), trovare minimo e massimo (come detto cambia se albero binario o BST), inserimento e/o cancellazione di un elemento (si tratta di capire sempre se binario o BST, comunque si procede ricorsivamente e individuato l’elemento si manipola la lista ritornando all’elemento corrente), e la stessa funzione di concatenazione (inserisco alla fine dopo aver scorso tutta la lista/albero, discorso rimane simile per entrambi, come anche inserimento e/o cancellazione).

Da un punto di vista di correttezza, il programma ragiona in tre modi: non ho più l’albero, ritorno l’unico nodoP vuoto, oppure ho info==nodo di riferimento e a questo punto avanzo mettendo nella struttura supplementare ogni singolo nodo, ciò fino alla fine. Essendo albero BST ho quindi la possibilità di andare verso sinistra, concatenando (quindi semplicemente inserendo l’elemento i-esimo alla coda della nodoP) il nodo di riferimento finché esiste e poi a destra, con simile procedimento ricorsivo.

Tutto ammesso la validità e presenza dei singoli nodi.

**Pattern matching tra albero binario t e array di interi P**

Abbiamo:

t= 4(6(2(3(\_,\_),1(\_,\_)),4(\_,\_)),5(8(4(\_,\_),\_),9(\_,11(12(\_,\_),\_))))

P=[5,9,11]

Nella percorrenza dell’ordine prefisso sull’albero, deve essere riempito un array *path* che ha un numero di elementi maggiore della profondità di t (per forza, perché dovrà contenere almeno tutti gi elementi).

L’array path codifica in ogni momento tutti i nodi info dell’albero percorso.

Prendiamo ad esempio il cammino 000 (tutto a sinistra); l’array path sarà riempito degli elementi 4,6,2,3 come si vede sopra. Il cammino dopo sarà 001e i gli info saranno 4,6,2,1. Si prosegue così e path dovrà contenere tutti i nodi info dalla radice fino ad una foglia.

Si va avanti finché non si trova il match.

Abbiamo quindi una simpatica funzione ricorsiva:

PRE=(albero(t) è ben formato e non vuoto, P ha dimP>0 posizioni, depth >=0 e path ha più di depth + altezza(t)+1posizioni)

bool prefix(nodo\* t, int\*P, int dimP, int\* path, int depth)

POST=(se in t non esiste alcun cammino dalla radice ad una foglia che contiene un match diP, allora prefix restituisce false, se invece un tale cammino esiste, chiamiamo c quello più a sinistra, allora prefix restituisce true e a partire da path[depth], path contiene i campi info dei nodi attraversati dalcammino c)

Andiamo quindi a scrivere la funzione:

bool prefix(nodo\* t, int\*P, int dimP, int\* path, int depth)

{

if(!t) return false;

path[depth]=T->info;

if (t->left) return prefix(t->left, P, dimP, path, depth+1);

if (t->right) return prefix(t->right, P, dimP, path, depth+1);

//quando sono in una foglia, sono alla fine e qui potrei fermarmi ma cerco il match

return match(path, depth+1, P, dimP);

}

Normale funzione di percorrenza dell’albero, unica cosa da commentare la presenza della variabile *depth* che può essere utilizzata come indice dell’info dell’albero valorizzato in quel momento.

Comunque sia, *path* viene valorizzato dalla radice ad una foglia.

Si chiede inoltre di definire una funzione iterativa che soddisfi la seguente specifica:

PRE=(P ha dimP >0 posizioni, path ha dim posizioni)

bool match(int\* path, int dim, int\*P, int dimP)

POST =(restituisce true sse path[0..dim-1] contiene un match contiguo e completo di P[0..dimP-1].

E dunque:

bool match(int\* path, int depth, int\*P, int dimP){

if(!dimP || depth < dimP) return false;

while(i < depth && (depth – i) >= dimP){

if(path[i] == P[j]){

i++;

j++;

if(j==dimP) return true;

}

}

return false;

}

Si consideri che la sottrazione che viene fatta *depth-i* viene eseguita perché l’array P può essere considerato l’array da cui estrarre un sottomatch rispetto a path, quindi viene così ritrovato.

Per il resto direi un problema molto affrontabile, leggermente modificato rispetto alla soluzione presente per ottimizzazione di codice e resa funzionale della procedura descritta.

**Pattern matching completo non contiguo di un pattern in un testo (si considerano buchi tra i match e funzione di inizio e fine match)**

Abbiamo:

T=[0,2,1,0,2,0,1] e P=[0,2,0]

Secondo l’esercizio vi sono due match, il primo [0,1,3], modo poco utile di indicare che il match completo esiste sugli indici 0, 1 e 3 di T e poi sugli indici 3, 4 e 5 di T.

Si indica un bilancio con questa formula [(fine\_match – in\_match)+ 1 – dimP] che ad esempio nel caso del primo:

(3-0)+1-3 quindi l’ultimo indice di match meno il primo indice su cui si ha avuto match+1-dimP

(5-3)+1-3 nel caso 2 invece

La funzione da scrivere è iterativa e si deve restituire l’intero x che indica l’esistenza di un match ed è il bilancio minimo; se ha un valore lo si ritorna, altrimenti -1 equivale a dire “non ci stanno match”.

Dovrà anche usare una funzione ausiliaria comunque presente al di sotto della funzione principale.

Quindi:

int match(char \*T, int dimT, char \*P, int dimP){

int x=-1;

int i=0, j=0;

while(i < dimT && j < dimP){

bool value=M(T, dimT, P, dimP, i, fine);

if(value){

int bil\_loc=(fine – i) + 1 - dimP;

if( x == -1 || bil\_loc < x) x=bil;

}

}

return x;

}

bool M(char \*T, int dimT, char \*P, int dimP, int inizio, int fine){

bool go\_on=true;

for(int i=inizio, int p=1; i<dimT && p <dimP && go\_on; i++){

if(T[i]==P[p]){

p++;

fine=i:

}

if(p==dimP) go\_on=false;

}

return go\_on;

}

Per la parte ricorsiva viene richiesto di fare le stesse funzioni ma ricorsivamente. Definiremo PRE e POST di queste e inoltre la dim. induttiva di MR.

int matchR(char \*T, int dimT, char \*P, int dimP){

if(!dimT || !dimP) return 0;

if(dimT < dimP) return 0;

bool value=M(T, dimT, P, dimP, i, fine);

int x=matchR(T, dimT, P, dimP, inizio+1);

int y=fine – inizio + 1 – dimP;

if(value && x>y)

return x;

else return y;

}

bool MR(char \*T, int dimT, char \*P, int dimP, int inizio, int fine){

if(T[inizio] != \*P) return return MR(T, dimT, P, dimP, inizio+1, fine);;

if(dimP)

return MR(T, dimT-1, P+1, dimP-1, inizio+1, fine);

else{

fine=inizio;

return true;

}

}

L’invariante R da sopra è il seguente:

*0<i<dimT && 0<j<dimP && go\_on==true sse dimP esiste e non ho un match completo*.

Per gli altri casi abbiamo PRE che considera come sempre tutti gli elementi definiti e maggiori di 0 se numeri o comunque di dimT o dimP elementi nel caso degli array. L’unica cosa è la variabile *inizio* che discrimina se avanzare subito tra gli indici dell’array considerato se ci sia o meno un match e permette di capire se ci sta o meno un match.

Ad ogni modo in MR semplicemente con la variabile discussa si capisce come muoversi, quindi se andare avanti ricorsivamente in T oppure se terminare la ricorsione al passio i-esimo fino a un massimo di dimP-1 ricorsioni, terminando e ponendo la variabile fine=inizio, quindi indice spostamento del match o ritornare gli array spostati nei loro singoli elementi.

**Pattern matching di array a 1 dim, visto a 2 dimensioni tra T e P riempiendo un array Q scorrendo riga per riga**

Solito problema discusso varie volte, ma sempre attuale direi e con una variante che merita di essere considerata.

Andiamo al sodo e rappresentiamo gli input:

T=[0,0,0 1,1,2 2,3,0 0,0,0 0,4,5] con R=5 e C=3 (5 righe e 3 colonne)

P=[1,2,3,4,5,6]

Si esamina riga per riga e si compone in output un array Q che sarà dato da [0,1,2,0,2]

Significa che:

-sulla prima riga (0,0,0) non ci sono elementi che fanno match

-sulla seconda riga solo il primo elemento di P fa match, quindi 1

-sulla terza riga abbiamo 2 elementi che fanno match (che sono 2,3)

Capito come si compone, può esserci un ipotetico caso di Q con tutti 0, naturalmente.

La cosa da considerare nell’esercizio è che se si trova un match si continua a cercare sulla stessa riga (riga i-esima) altrimenti si passa a quella successiva.

Iterativamente, vengono richieste due funzioni sotto svolte. *matchR* come da nome serve a cercare il match in una riga; restituisce un intero che sarà utilizzato nello spostamento alla riga successiva e cercare il match da essa, controllando di non aver oltrepassato i possibili elementi in una riga.

void F(int \*T, int R, int C, int \*P, int dimP, int \*Q){

int moved=0; //la chiamo così e mi sposto per poter prendere la riga giusta

for(int i=0; i<R && dimP>0){

for(int j=0; j<C; j++){

int x=matchR(T+i\*j, R, P+moved, dimP-moved);

Q[i]=x;

moved += x; //trovato il match mi sposto con gli x elementi trovati prima

}

}

}

Chiaro come PRE qui sia il fatto di avere gli array riempiti e corretti (quindi non vuoti), comprendendo anche Q, al momento della precondizione vuoto.

Nella POST dovrà quindi essere riempito come da specifica, senza tanti giri di parole.

Si passi alla funzione sotto riportata, col compito (POST) di calcolare match in una riga, che se trovato si sposta alla riga successiva (i+1) e così via, fino alla fine. Classico ragionamento induttivo.

int matchR(int\*riga, int dimR, int\*P, int dimP){

int matched=0;

for(int i=0; i < dimR && dimP != 0; i++){

if(riga[i]==P[i]){

P=P+1;

matched++;

dimP=dimP-1;

}

}

return matched;

}

Chiaro come la dimostrazione induttiva possibile consideri entrambe le situazioni, quindi la sola attenzione si rivolge a *moved*, variabile che qualifica il possibile spostamento nei dimP elementi > 0 per proprietà di PRE, ammettendo l’esistenza della riga attuale e ammettendo il rientro nelle righe attuali.

Risolviamo la stessa cosa ricorsivamente (in questo caso *FR* viene già data dal prof ed è sotto riportata; si tratta di scrivere *matchRR*)

void FR(int \*T, int dimT, int C, int \*Q, int \*P, int dimP){

if(!dimT || !dimP) return 0;

int x=matchRR(T,C,P,dimP);

\*Q=x;

FR(T+C, dimT-C, C, Q+1, P+x, dimP-x);

}

Trovo comunque utile osservare lo spostamento che viene eseguito, per C elementi rispetto a T, possibile per caso ricorsivo, ma volendo anche iterativo.

Passiamo quindi a matchRR che, dice il prof, deve invocare almeno due funzioni ausiliarie (una dovrà trovare il match a partire dalla prima riga e l’altra determina quanto lungo è il match).

Chiaro quindi che nell’analisi dobbiamo prima capire se inizia un match dalla riga attuale, altrimenti in FR si ritorna 0; altrimenti si trova il match dall’inizio, si determina una volta trovato che esiste la lunghezza e il resto da ritornare.

int matchRR(int \*T, int C, int\*P, int dimP){

int start=find\_starting\_match(T, C, \*P);

if(start < C)

return 1+link\_matched(T+start+1, C-inizio-1, P+1, dimP-1);

else

return 0;

}

int find\_starting\_match(int \*T, int C, int \*P){

int x=0;

if(\*T != P[0]){

x=find\_starting\_match(T, C, P);

return x;}

else

return x < C ? x : 0;

}

int link\_matched(int \*T, int C, int \*P, int dimP){

if(!C || !dimP) return 0;

if(\*T == \*P) return 1+link\_matched(T+1, C-1, P+1, dimP-1);

else return 0;

}

Quindi questo è un match ricorsivo, quindi se esiste l’indice di match primario, che vuol dire avere un punto di partenza del match, lo restituisco e da questo mi sposto per poter cercare un effettivo match tra testo e pattern, incrementando induttivamente ad ogni passo. Nel caso dell’indice iniziale ne ammetto l’esistenza rispetto al primo elemento e continuo a cercare, incrementando/decrementando del valore x per eseguire gli spostamenti giusti. Una volta realizzati e ammessa l’esistenza del match, continuo fino a dimP elementi, naturalmente se possibile entro i bound (dimensioni array e compagnia).

I casi base sono come sempre la non esistenza di dimP, ma in questo caso anche che non ci siano colonne (C); nel qual caso ritorno 0. In tutti gli altri casi, passo allo step successivo fino alla fine, soddisfando la postcondizione.

**Array con sequenze, sottosequenze e valori di input**

In questo caso diverso da altri problemi trattati, dobbiamo considerare un array formato da varie sottosequenze (che terminano con -1) e tutto l’array termina con -2.

Un esempio è: 2 3 -1 0 2 3 -1 2 3 -1 0 2 -1 -1 2 3 0 -1 -2

L’uso dei colori visualizza meglio questo array chiamato C.

Per la funzione iterativa, si tratta di scrivere una funzione che alloca dinamicamente un array X e nella variabile lim risulta essere il numero di sottosequenze presenti. Dato inoltre che non si sa a priori quanto lim possa crescere, il prof richiede che IC allochi inizialmente un array di 20 posizioni ma che sia in grado, se lim diventa maggiore di 10, di allungare X di ulteriori 20 posizioni, così anche se X supera 20, quindi altre 20 posizioni… dunque, ogni 10 valori di lim si vuole l’allungamento di altre 20 posizioni..

La funzione richiesta è la seguente, con PRE e POST di fatto date dalla mia spiegazione. Si segnala come consiglio da parte di Filè funzioni iterative ausiliarie, direi effettivamente utili, una magari per allungare l’array e l’altra per trovare la lunghezza di una sottosequenza, sommando all’indice di scorrimento la lunghezza e la posizione di c per poi procedere a trovare quella successiva e poi fermandosi a -2.

Dunque:

int \* IC(int\*C, int & lim){

int i=0;

int X=new int[20];

int dim=20, pos\_c=0, pos\_x;

while (C[i] != -2){

if(lim\*2 >= dim)

allunga(X, dim);

int sub\_s=conta(C, pos\_c); //sub\_s sta per subsequence, secondo me nome abbastanza chiaro

X[pos\_x]=i;

pos\_x++;

X[pos\_x]=sub\_s;

i+=sub\_s + 1;

lim++;

}

}

int conta(int \*C, int pos\_c){

int i=0;

while(\*C != -1){

pos\_c++;

i++;

}

return i;

}

void allunga(int \*X, int &dim){

int \*aux=new int[20];

for(int i=0; i<dim; i++){

aux[i]=x[i];

}

delete [] X;

dim+=20;

X=K;

}

I cicli in questa funzione hanno come condizione di invarianza il fatto di avere un array dinamico, possibilmente illimitato nel quale trovare delle specifiche sottosequenze di valori; in un caso -2, mi accingo a trovare una singola sottosequenza terminante con -1 e salvo in due posizioni di X la posizione di inizio della sottosequenza, determinato da variabile locale e poi la lunghezza, andando avanti di volta in volta di due posizioni. Per questo fatto, la condizione di allunga dell’array viene fatta a multipli di i\*2 (quindi ogni 10\*i e raddoppio).

Dimostrando quindi la correttezza, noto come al di là di questa condizione, io riesca a carpire ogni sottosequenza che non termini prima di -1, per qualsiasi lunghezza possa avere, allungando poi l’indice i della lunghezza della sottosequenza per portarsi subito ad esaminare quella successiva.

In tutto questo la variabile *lim* aumenta a segnalare il numero di sottosequenze, che chiaramente devono essere prima scandite e calcolate sulla base delle osservazioni considerate.

Per il pezzo ricorsivo, invece, usando C e X, si vuole costruire un array Z di lim interi tale che Z[i] contenga il numero di sottosequenze presenti in C.

Spiego meglio il giro confuso che come sempre ne vien fuori, cercando di renderlo umanamente comprensibile per noi poveri cristi.

Usando C=2 3 -1 0 2 3 -1 2 3 -1 0 2 -1 -1 2 3 0 -1 -2 e lim=6.

Quelle evidenziate in giallo sono le sottosequenze, che sono 5 ma si considera anche una sottosequenza vuota che sarà in posizione 4 in questo caso, 6 in totale, da cui spiegato il valore di *lim*.

L’array Z richiesto dovrà essere Z=[2,2,2,1,0,3].

Per esempio Z che avrà valore 2 indica che la sottosequenza 0 (quindi 2,3) in C avrà 2 sottosequenze, quindi la sottosequenza formata da 2 e la sottosequenza formata da 3. Il prof fa notare come la sottosequenza di indice 0 sia uguale a quella di indice 2, poiché avrebbe un’influenza sulla funzione da fare, che riporto con prototipo sotto; PRE e POST fanno solo ulteriore confusione e risparmio la loro trattazione.

In parole umane, si scorre tutto l’array C determinando le singole sottosequenze e quando si confrontano 2 sottosequenze identiche, pur essendo distinte, si deve considerare.

Abbiamo quindi la funzione sotto; dobbiamo quindi utilizzare X per costruire Z e viene consigliato l’utilizzo di funzioni ausiliarie sempre ricorsive. Sulla base di quanto detto, una funzione ausiliaria scorrerà tutto fino a lim dato e l’altra confronterà le singole sottosequenze.

j qui è l’indice che scorre fino a lim-1

void M(int\*C, int\*X, int lim, int j, int \*Z){

if(j >= lim-1) return;

aux\_M(C, X, lim, j, j+1, Z);

M(C, X, lim, j+1, Z);

}

Qui scorro Y vedendo la lunghezza dei singoli pezzi e poi confrontandoli dentro C che è il riferimento base. L’idea è di scorrere l’array X sulla base dei due indici precedenti, scorrendoli come sottoinsiemi. Se uguali, si scorrono entrambi gli indici, altrimenti se prevale l’indice i si scorre questo come sottosequenza, altrimenti si scorre j.

Nella funzione chiamata *compare* (confronta/paragona), andrò effettivamente a vedere se vi è una somiglianza utile all’interno dell’array C sulla base degli indici presenti, altrimenti scorro ricorsivamente considerando sequenza più corta e più lunga.

void aux\_M(int\*C, int\*X, int lim, int i, int j, int \*Z){

int k=0;

if (j==lim) return;

if(X[2\*i+1] > X[2\*j+1]){

if(compare(C, X, i, j, k))

Z[i]++;

}

if(X[2\*i+1] == C[2\*j+1]){

if(compare(C, X, i, j, k))

Z[j]++;

Z[k]++;

}

if(X[2\*i+1] > X[2\*j+1]){

if(compare(C, X, i, j, k))

Z[j]++;

}

M1(C, X, lim, i, j+1, lim, Z);

}

bool compare (int \*C, int \*X, int i, int j, int k){

if(k == X[2\*i+1] || k==X[2\*j+1] return true;

if(C[X[2\*i]+k]==C[X[2\*j]+k)

return compare (C, X, i, j, k+1);

else return false;

}

La contorsione logica del prof è sempre pesante e anche qui niente male, devo dire; al nocciolo, esaminato questo codice che è effettivamente leggermente semplificato sulla base di quello del prof (incomprensibile personalmente arrivare ad una qualunque ipotesi), è meno contorta ma comunque problema ridicolo come sempre. Ad ogni modo, si ragiona con array dentro altri array sulla base dei due indici presenti. In questo caso, Z è l’array da riempire sulla base degli indici di confronto in quel momento, scegliendo i come indice per la sottosequenza i di scansione precedente e j come sottosequenza di scansione successiva. Se hanno la stessa grandezza, incremento entrambi gli indici, altrimenti se maggiore la sottosequenza di indice i aumenta questa ultima, in maniera tale da valorizzare Z dando il maggior numero di sottosequenze presenti. Da un punto di vista induttivo, vado avanti 2\*indice di riferimento per potermi correttamente inquadrare all’interno della sottosequenza non vuota (per questo poi +1), rispetto agli indici i e j. Ciò è verificato fintanto che si aumenta j ricorsivamente fino al limite dato lim.

Nella funzione *compare*, come richiesto dal prof, si cerca di confrontare le singole sottosequenze di indici dati, determinando che se due sottosequenze sono uguali come indice (quindi k che è la sottosequenza tagliata di indice attuale rispetto a quella più corta, di indice i, o quella più lunga, di indice j) si ritorna true, altrimenta si incrementa l’indice k che esamina i singoli sottocasi, ritornando false qualora falsa la condizione. Si consideri questa mezza spiegazione/intuizione la dim. di correttezza di questo “meraviglioso” esercizio.

La scrittura iterativa di questa funzione, semplicemente, cambia le ricorsioni con degli while, in quanto ricorsione terminale e quindi sostituibile facilmente (ricordiamo che la non terminal non è altrettanto facile da sostituire con un while, ma magari con funzioni più elaborate).

Il problema trattato ora sopra risale ad un appello del 2014, facente parte dei temi diversi rispetto ad array a 3 dimensioni, pattern matching, alberi, liste.

**Funzione ricorsiva che da un albero binario e un k > 0 produce una lista concatenata seguendo l’ordine postfisso e cancellazione dei nodi ripetuti da esso**

Tra gli appelli ed esercizi, inserisco anche questo, nella trattazione originale comprendente la struttura FIFO, ma che noi trattiamo come nodoE, per allenamento. Una precisazione dovuta è il fatto di dover prendere i nodi che sono nelle posizioni k, 2\*k, 3\*k, ecc.

Quindi ad esempio, se k=2, prenderò i nodi nelle posizioni 2,4,6,8,10 in ordine postfisso, ad esempio, si veda l’immagine sotto riportata.

![](data:image/png;base64,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)

Il valore n deve essere anche utilizzato per poter creare alla fine della ricorsione un nodo alla fine della lista che stiamo costruendo; per esempio, prendendo il caso di prima, il nodo 10, alla fine della ricorsione torna al nodo 11 (radice come si nota da sopra) ed n=1, indicando che è il nodo successivo incontrato seguendo l’ordine postfisso.

Come PRE avremo il fatto di avere un albero corretto, n definito tra 1 e K e vn=n, mentre come POST la creazione di un nodoF corrispondente all’ordine postfisso dell’albero seguendo la posizione vn+k, vn+2\*k, ecc.

Prototipo della funzione e sua implementazione segue:

nodoE\* pickric\_postfix(nodoE\* R, int &n, int k){

nodoE\*lista=0;

if(!R || n==k) return new nodoE(0);

if(R->left){

n=n+1;

lista->next=pickric\_postfix(R->left, n, k);

}

if(R->right){

n=n+1;

lista->next=pickric\_postfix(R->right, n, k);

}

return lista;

}

Nella funzione precedente, quindi, è un semplice spostamento sulla base di quello che consta dall’albero nell’ordine postfisso, tenendo traccia con n dello spostamento e ritornando la lista; se fosse stata con FIFO, poco cambiava, si inseriva una semplice *push\_*end. Voglio ora cancellare i nodi ripetuti dalla lista attuale. svolgendo questa operazione in modo iterativo.

nodoF\* tieni\_primo(nodo\*&L){

nodoF\* lista=0;

nodo\*prec=L, \*succ=L, curr=L;

while(prec && curr != 0){

succ=prec;

curr=prec->next;

if(curr->info == prec->info){

succ->next=curr-next;

curr->next=0;

lista->next=new nodoF(lista, curr);

curr=succ;

}

succ=curr;

curr=curr->next;

prec=prec->next;

}

return lista;

}

Tutta la funzione sopra è una manipolazione iterativa sui nodi; non avendo un nodo x a cui confrontare L, bisogna operare con almeno tre nodi, in quanto con 2 sarebbe inutile e si considera una sola lista. Fondamentalmente, il nodo *prec* serve a capire il punto di partenza e in ogni momento *succ* serve a capire il nodo successivo; nel primo pezzo, per portarsi al nodo attuale, si eguagliano i due nodi e il nodo corrente sarà il successiuvo al nodo precedente; se i nodi del precedente e del successore si eguagliano, dovrò andare oltre al nodo attuale, mettendolo dentro *lista* e poi eguagliando i due nodi presenti (successore e copia del nodo attuale), andando avanti sia nella copia del precedente che del successivo.

Quindi servono entrambi per capire che nodo precede quello attuale, che diventerà il nuovo nodo attuale e che nodo succederà il nodo attuale, che sarà il nuovo link della lista attuale.

Data la spiegazione intuitiva della funzione, per invariante, essa ammette sicuramente l’esistenza di L e dei nodi copia che permangono fintanto che la lista esiste e le sue copie, perlomeno il nodo radice/genitore/precedente. Pertanto, se trovo due nodi uguali, induttivamente, avanzo scambiando copia del nodo attuale con quello successivo, altrimenti proseguo nella scansione operando uno scambio tra nodo successivo e precedente e scorrendoli entrambi secondo la specifica. Questo basta nella correttezza, naturalmente si adopererebbero termini più formali, ma non troppo dissimili da questi.

**Aggiunta di nodi in fondo ad un albero binario verificando se cammino troppo lungo/troppo corto/se va bene**

Senza fare esempi contorti, prendiamo il problema dentro l’albero: 00-101-1101-1

Ogni cammino termina con la sentinella -1. Potremo aggiungere nodi solamente ai cammini con una lunghezza determinata in input, cioè x, in questo caso nei cammini (00-1) e in (01-1), non in (101-1), in quanto troppo lungo nella considerazione dell’esempio.

Qui sono da fare tre funzioni:

-due funzioni di aggiunta del nodo nell’albero (*add*, una iterativa ed una ricorsiva)

-una funzione chiamata *inizio\_cam* (si può decidere se farla iterativa oppure ricorsiva) che considera C (che contiene n cammini, terminanti con -1 e la fine di tutti i cammini, terminata da -2) e restituisce l’indice in cui inizia il cammino i.

Due cose da dire, si consiglia la realizzazione della parte ricorsiva prima di quella iterativa (caso add\_ric) e nelle *add* se w (cammino che si forma) è troppo corto rispetto a vr (r originale, che sarebbe l’albero), si stampa “cammino troppo corto” oppure “cammino troppo lungo” seguito da x e dipende dal caso.

A questo punto, scriviamo del codice.

void add\_iter(int\* C, nodo\*& r, ifstream & INP, ofstream & OUT){

if(!r){

if(\*C == -1){

r=new nodo(r, 0);

INP>>”Inserisci nodo: “>>r->info;

}

else{

int x; INP>>”Inserisci la lunghezza: “>>x;

OUT<<”Cammino troppo lungo”;

}

}

while(\*C !=-1 && !found){

nodo\* prev=r, \*next=r;

if(next){

if(\*C==0){

prev=next;

prev=prev->left;

}

else{

prev=next;

prev=prev->right;

}

found=true;

}

if(found == true) OUT<<”Cammino troppo lungo”;

if(next){

int x; INP>>”Inserisci la lunghezza: “>>x;

prev->left=new nodo(x, 0);

OUT<<”Cammino troppo corto”;

}

else{

int x; INP>>”Inserisci la lunghezza: “>>x;

prev->right=new nodo(x, 0);

}

}

}

void add\_ric(int\* C, nodo\*& r, ifstream & INP, ofstream & OUT){

if(!r){

INP>>r->info;

r=new nodo(r,0);

}

else{

INP>>”Inserisci nodo: “>>X;

OUT<<”Cammino troppo corto”;

}

if(\*C==0)

add\_ric(C+1, r->left, INP, OUT);

else

add\_ric(C+1, r->right, INP, OUT);

if(!r && \*C==-2){

INP>>”Inserisci nodo: “>>X;

OUT<<”Cammino troppo lungo”;

}

}

Questo è il classico esempio di esercizio alla Filè: molto fattibile dopo averlo visto/intuito, incomprensibile a leggere il testo. Sostanzialmente io lo semplifico, ma leggendo la sua funzione non si capisce che alla fine si deve usare l’array del cammino per capire dove siamo e inserire correttamente il nodo sulla base di quello, 0 a sinistra e 1 a destra; nel caso della funzione iterativa importante capire dove siamo con due rispettivi puntatori ai nodi, precedente e successivo come nell’esercizio prima. Da segnalare anche come “troppo corto” e “troppo lungo” in realtà segnalano se siamo in un cammino vuoto (corto per forza) oppure in un cammino con più nodi del previsto (uso controllo del booleano nella iterativa).

Dal punto di vista della correttezza, si richiede una prova induttiva su add\_ric, quindi:

-caso base, \*C==-1, siamo alla fine e il cammino, sulla base di quanto detto e riscontrato è corto

-caso ricorsivo, il cammino si dovrà determinare a seconda dell’elemento i-esimo di C se sia troppo lungo o meno, generalmente si riprende a seconda del valore (0, a sinistra e 1 se a destra); se non ci sono più nodie ho inserito tutto ciò che potevo, siamo per forza alla fine e per esserne sicuri, segnalato con -2, capisco che è un cammino troppo lungo e mi fermo qui.

Procediamo infine con la scrittura dell’ultima funzione, con segnatura ed implementazione seguente.

int inizio\_cam(int\*C, int i){

int indice=0;

bool exit=false;

while(!exit && indice < i ){

if(C[indice]==-2) exit=true;

else if(C[indice]!=-1) indice++;

}

if(exit) return -2;

return indice+1;

}

Si ottimizza quindi il codice al massimo, sostanzialmente scorro il cammino di i elementi considerato l’attuale indice e a seconda di questo decidiamo se andare avanti o meno; l’invarianza è garantita finché ho degli indici diversi da -1 oppure da -2.

**Prelevare nodi da una lista L sulla base degli indici di un array A e pattern matching tra array A e lista L**

Sia L=2 -> 0 -> 3 -> -2 ->10 e A=[1,2,4], la lista da prelevare è quella formata dai nodi di indice 1 (il secondo nodo), 2 (il terzo nodo) e 4 (il quinto nodo) e cioè 0 ->3->10.

Resteranno quindi i nodi 2 -> -2.

Nel problema presentato, l’unica cosa a cui bisogna effettivamente fare attenzione è il fatto che, nel caso dovessi prelevare anche il primo nodo (indice 0) dovrò mantenere un puntatore allo stesso che poi punta ai successivi.

L’implementazione originale richiedeva una struttura coda e una funzione iterativa.

Come sempre, usiamo una struttura alternativa da noi usata rispetto a FIFO da noi non fatta, nodoE\*.

nodoE\* preleva(nodo\*&L, int\*A, int nA){

nodoE\* cut=new nodoE(L), \*keep=new nodoE(L);

while(L){

nodo\*aux=L;

L=L->next;

aux->next=0;

if(\*aux==A[i]){

cut->next=new nodoE(lista, aux);  
 A=A+1;

nA=nA-1;

}

else

keep->next=new nodoE(keep, aux);

i=i+1;

}

while(L && L->next){

cut->next=new nodoE(lista, aux);

L=L->next;

}

L=cut->info;

return cut;

}

Per dare un’idea intuitiva del problema, si noti l’utilizzo delle variabili *keep* e *cut*, il cui utilizzo direi è abbastanza chiaro e chiarificatore. L’invariante del ciclo è *L && L->next esistenti e nA > 0 elementi da prelevare in vL*, sapendo che è possibile prelevare tali elementi sulla base di tali osservazioni. A livello induttivo, non cambia poi molto da altre volte.

Con L=0, non si fa nulla, poi distinguiamo due casi:

-ci sono abbastanza elementi in nA e tagliamo l’elemento di quell’indice specifico, altrimenti se non corrispondente teniamo l’elemento nella lista *keep*, che ci aiuta a tenere traccia degli elementi in ogni iterazione.

-non ci sono abbastanza elementi in nA; in questo specifico sottocaso, può succedere che L termini prima del tempo, pertanto si cicla fino a quando non terminano gli elementi, prelevando quanto rimasto e restituendo infine la parte tagliata.

Per la parte ricorsiva, si considera la scrittura di una funzione che calcola il pattern matching come indicato da titolo sopra tra lista ed array.

Diamone sotto prototipo ed implementazione, ricordando che come PRE e POST, similmente alla funzione precedente ammettiamo sempre l’esistenza degli elementi nella funzione (PRE) e poi avremo L la lista che consiste dei nodi matchati (caso funzione ricorsiva) o degli elementi tenuti dopo aver tagliato L-nA elementi (funzione precedente).

Senza ulteriori indugi, si segua il principio sottostante:

nodo\* patt\_match(nodo\*&L, int\*A, int nA){

if(!L) return 0;

if(!nA){

nodo\* end=L;

L=0;

return end;

}

if(L==\*A){

return patt\_match(L->next, A+1, nA-1);

}

else{

nodo\*x=L;

L=L->next;

x->next=patt\_match(L, A, nA);

return x;

}

}

**Inserimento di un nodo in un albero BST (info e campo num, che contiene il num. di sottonodi)**

PRE=(albero(r) è un albero binario benformato e BST in cui il campo num di ciascun nodo è corretto, Vr=albero(r), x è un qualsiasi intero)

POST=(albero(r) è benformato, BST e con i campi num corretti ed è ottenuto da Vr aggiungendo il nodo con info=x come foglia)

Sfruttando la proprietà BST, si può fare abbastanza agilmente; si consideri appunto il campo num, che essendo funzione iterativa, sarà da diminuire ad ogni ciclo fino al bound di fine e di rottura invarianza. Attenzione che all’inserimento di un nuovo nodo, si dovrà tenere in considerazione cambiando e aumentando il campo *num*.

void build\_BST(nodo\*&r, int x){

bool inserted=false;

while(r && !(inserted) ){

r->num=r->num+1;

if(r->info > x){

if(r->left)

r=r->left;

else{

r->left=new nodo(x);

inserted=true;

}

}

else{

if(r->right)

r=r->right;

else{

r->right=new nodo(x);

inserted=true;

}

}

}

}

Commentiamo questa funzione (invarianza e correttezza). Sulla base di quanto operato sull’albero di riferimento, intuiamo che continueremo a ciclare fintanto che l’albero esiste e, nei BST, continuiamo ad andare avanti finché non si arriva ad una foglia, dove ci si ferma e si inserisce il nodo. Si inizia da sinistra, sapendo per invarianza la lista esistente e la variabile *inserted*, che intuitivamente segnala il mancato inserimento in posizione dell’intero di interesse, posta a false.

Eseguiamo induttivamente questa operazione da sinistra, quindi, poi a destra, seguendo il classico ragionamento degli alberi; come puntualizzato sopra, necessario aumentare prima di ciclare num dell’albero, sapendo che è operazione che viene eseguita induttivamente e iterativamente (ad ogni passo).

Si continua a scendere di un livello ogni qual volta si ha un nodo esistente, come da precondizione, fino ad inserire l’elemento X voluto come da postcondizione.

**Match completo in una H-fetta e avendo il match eliminare i valori matchati; calcolo della distanza tra gli elementi di una H-fetta**

Torniamo nel magico mondo degli array a 3 dimensioni, visti come tali perché abbiamo un’array di interi classico ad una sola dimensione, vale a dire X.

Si tratta di cercare un match completo tra un array P pattern e l’array X tagliato a regola d’arte alla Filè; unica cosa, la distanza tra gli elementi indica la loro somma (banalmente, se ho [1,2,3] la distanza è 6, se ho [2,2,8] la distanza è 12).

Non essendoci una funzione vera e propria di riferimento, lo facciamo nel main() alla old school; altra cosa si considera come sempre il fatto che l’array non sia del tutto completo e solite fole.

int Fetta(int lim1, int lim2, int lim3, int i){

return i%lim3 \* i/lim3 \* lim2\*lim3;

// nell’ordine, operazione su strati, su colonne e su righe, moltiplicando per lim3 che

//come in altri casi è il limite che non usiamo

}

int main()

{

int X[400], P[20], n\_ele, nP, lim1, lim2,lim3;

cin >> n\_ele;

for(int i=0; i<n\_ele; i++)

cin >> X[i];

cin >> lim1 >> lim2 >> lim3;

for(int i=0; i<n\_ele; i++)

cin >> X[i];

cin >> lim1 >> lim2 >> lim3;

if(lim1\*lim2\*lim3 < n\_ele)

n\_ele=lim1\*lim2\*lim3;

cin >> nP;

for(int i=0; i<nP; i++)

cin >> P[i];

int n\_strati\_pieni=n\_ele/(lim2\*lim3);

int elem\_ultimo\_strato=n\_ele%(lim2\*lim3);

int righe\_complete\_ultimo\_strato=elem\_ultimo\_strato/lim3;

int elem\_ultima\_riga= elem\_ultimo\_strato%lim3;

int hfetta;

cin>>hfetta;

int lung\_fetta=lim3\*n\_strati\_pieni;

if(hfetta < elem\_ultima\_riga)

lung+=lim3;

else

lung+=elem\_ultima\_riga;

for(int j=0; j<lung – ip; j++){

if(P[ip] == \*X(hfetta \* lim3 \* Fetta(lim1,lim2, lim3, i)

//devo cancellare l’elemento che fa match, che vuol dire

//sostituire quello che ho con l’elemento i-esimo

X[hfetta \* lim3 \* Fetta(i,lim1,lim2,lim3)]=\*X[hfetta \* lim3 \* F(i+1, lim1, lim2, lim3);

ip=ip+1;

}

}

Alla luce di quanto visto, credo che quella sopra, ripresa da un turno di un parziale del 2019, sia abbastanza eloquente e dimostra il ragionamento sulle H-fette e V-fette.

Essendo una HF, io ragiono con lim3, perché è quello che uso per potermi muovere e moltiplico per lim2 nel caso in cui voglia le righe, altrimenti una volta tagliata la magica HF con la funzione di scorrimento, essendo che deve essere definito l’array, utilizzo una serie di variabili presenti anche negli esercizi che ho messo io su MEGA di quest’anno 2021, quindi:

-calcolo degli strati definiti, dato dal numero di elementi dividendo per righe e colonne, capendo che cosa ho in quel momento

-calcolo degli elementi sull’ultimo strato, che vuol dire fare una divisione intera o modulo da righe e colonne

-calcolo delle righe complete, dato dalla divisione degli elementi dell’ultimo strato (in quanto le righe sono una dimensione più piccola) rispetto a lim3, dimensione che non stiamo usando (se fosse una magica v-fetta, sarebbe diviso lim2 quindi).

-calcolo degli elementi rimanenti, quindi facendo una divisione intera/modulo rispetto a lim3.

In buona sostanza, ragiono in cascata, il lim3 definito, il lim2 definito e lim1 definito che si ragiona al contrario; sapendo che lim2 è formato da i\*lim2\*lim3 elementi, lim1 è formato da i%lim3 mentre lim3 da i/lim3, per capire che strato è, poi per capire a che riga sono.

L’invariante del ciclo è quindi dato da due condizioni; il fatto di avere la lunghezza della fetta abbastanza grande rispetto ad np, diminuito dell’indice ip e il fatto di avere, nel ciclo più interno, una serie di elementi considerati nella scansione scritta e spiegata che, se uguali tra loro, permettono l’avanzamento cancellando l’elemento di match attuale (sposto la magica v-fetta avanti di 1), altrimenti scorro semplicemente l’indice ip.

**Scansione in larghezza (breadth first) di un albero binario scrivendo nell’attraversamento un array T con livello ed indice del nodo raggiunto**

Sia R=[20]([10]([5]([0](\_,\_),[10](\_,\_)),[15]([10](\_,\_),\_)),[30]([25]([0](\_,\_),\_),[35]([0](\_,\_),\_)))

e sia x= 10. In R ci sono 3 nodi con info=10: il primo è nel livello 1 in posizione 1, mentre gli altri 2 sono entrambi nel livello 3 in posizione 2 e 3.

Riprendendo questo esempio, quindi restituiremmo una variabile *nt* intera di conta dei nodi totali=3

e come T=[1,1,3,2,3,3], ricordiamo indicanti il livello dei nodi percorsi.

La funzione si presenta come una funzione iterativa, che scriverò per esercizio anche ricorsivamente. Seguiranno invariante e correttezza della stessa.

PRE/POST come seguono:

PRE=(albero(R) è un albero binario ben formato, x è definito, T contiene un numero di posizioni pari al doppio del numero dei nodi di albero(R))

POST=(nt è il numero di nodi con info=x in albero(R) e T contiene il livello e la posizione di ciascuno degli nt nodi nell’ordine del percorso in larghezza)

Come diverse altre volte, problema fatto con la struttura coda/FIFO e da noi affrontata con nodoE\*.

void perlar(nodo\*R, int x, int\*T, int& nt){

nodoE\* list=new new nodoE(R);

int i=0, pos=0, local\_level=0;

while(R){

if(R->left)

list->next=new nodoE(R->left, R->liv+1);

else

list->next=new nodoE(R->right, R->liv+1);

nodoE\*e=new nodoE(R); //estraiamo il primo nodo

if(local\_level < e->L){ //teniamo il livello locale e lo aggiorniamo

local\_level++; //con liv e pos corrente

pos=1;

}

if(e->info->info == x){ //se il nodo, come da richiesta è uguale ad x

T[i]=liv;

T[i+1]=pos;

nt=nt+1;

i=i+2;

}

pos+=1; //aggiorniamo liv, pos ed nt, altrimenti aumentiamo

} //la variabile pos, che funge da contatore.

}

void perlar(nodo\*R, int x, int\*T, int& nt, int pos, int liv){

if(!R) return;

int l=0;

nodoE\* lista=new nodoE(R);

perlar(R-left, x, T, nt, pos+1, liv+1);

perlar(R->right, x, T, nt, pos+1, liv+1);

if(lista->info->info == x){

\*T=l;

\*(T+1)=pos;

nt=nt+1;

T+=2;

}

}

Ecco servite le due versioni, iterativa e ricorsiva del problema. Nella ricorsiva si rendeva necessario utilizzare le due variabili *pos* e *liv* come variabili utili nello spostamento ricorsivo e salvare di conseguenza, ad ogni iterazione/ricorsione, lo spostamento (sinistro o destro), tenendo conto del livello in cui mi sto spostando. Come da commenti, ecco che approccio l’idea in una maniera intelligente; prendo l’array di riferimento, salvo il primo elemento che ho estratto e controllo se questo possa essere uguale ad x; nel caso lo sia, posso aumentare i nodi totali trovare e valorizzare l’array T di conseguenza, altrimenti aumento (ric/iter) la posizione per sapere dove sono.

La correttezza è data da questo fatto; lo spostamento garantito fintanto che esiste l’albero. Qualora finissero i nodi a sinistra, si va a destra e una volta finiti tutti i nodi e al ritorno della ricorsione, si arriva avendo valorizzato T con i due campi dati.

L’invarianza prende in considerazione l’esistenza della lista, composta da un numero di livelli=left+right+1, sulla base delle osservazioni fatte. In termini più da Filè:

*R=L ben formata && navigo a left/right nei livelli 0…liv-1<left+right+1*

**Fusione di array ordinati in uno unico (stessa cosa con una lista); ricerca del nodo/elemento minimo**

Si ha un array A[limite][20] nel quale ogni riga è ordinata in modo crescente e si vuole riempire un altro array R di interi che contiene ogni elemento di A in maniera crescente.

La funzione presente che esegue questo compito è:

int\* F(int(\*A)[20], int limite){

int\*R=new int[limite\*20];

int \*inizio=new int[limite], r=0, k=0;

for(int i=0; i<limite; i++){

inizio[i]=0;

for(int i=0; i<limite \* 20; i++){

M(A, inizio, limite, r, k);

R[i]=A[r][k];

}

}

delete[] inizio;

return R;}

R sostanzialmente viene usato per capire dove siamo arrivati a prelevare le righe di A.

Come si vede viene chiamata una funzione M che sarà iterativae restituisce ad ogni invocazione gli indici r,k passati per riferimento e individua la posizione dell’elem. minimo di A tra quelli non copiati in R.

void M(int (\*A)[20], int \*inizio, int limite, int &r, int &k){

int min\_r=0, min\_k=0;

for(int i=0, r=0, k=0; i <limite\*20; i++, r++, k++){

if(inizio[i]<A[r][k])

min\_r=r;

min\_k;

}

if(min\_r && min\_k){

r=min\_r;

k=min\_k;

}

}

Da quello che posso intuire dall’aramaico del prof, si cerca un minimo tra i due array negli elementi non copiati, avendo quindi questa come postcondizione, aggiungendovi anche che restituisce nulla se non trova alcun indice minimo. Di fatto, inizio è un array di scorrimento, che è sempre inizializzato a 0, mentre A è un array che permette di capire dove sta il minimo elemento. Sapendo che A è ordinato, utilizzo inizio e cerco di capire chi è il minimo salvandolo, prendendo come confronto l’array inizio che non è ordinato rispetto ad A che invece lo è.

L’invarianza è data dal fatto di non oltrepassare i limiti dell’array (limite\*i), altrimenti semplicemente r e k vengono valorizzati al primo valore utile, quindi un calcolo del minimo rispetto ad inizio, array appunto minore di A che è infatti inizializzato a 0.

Per la parte ricorsiva, si ha una lista che è ordinata crescente rispetto ai suoi campi info e si vuole costruire una funzione ordinata R; come prima, bisogna trovare la lista con il primo nodo minimo di A che punta a questa lista.

La funzione sarà la seguente:

nodoP\* G(nodoP\* A){

nodoP\* G min=A;

if(!A) return 0;

nodoP\*ret=G(A->next);

if(ret < min)

return ret;

else

return min;

}

Nell’appello in questione è una funzione che scorre cercando il primo nodo minimo e restituisce quello che ha. Se la lista di partenza è 0, altrimenti dato che deve cercare il nodo minimo, se non ancora vuota, è comunque saggio confrontare ret, nodo ritornato, con min che punta al primo elemento e quindi ritornare questo.

La postcondizione sarà infatti cercare il nodo minimo tra tutti quelli della lista in questione e inuttivamente la correttezza si dimostra sapendo che se vuota, la funzione ritorna 0, altrimenti si scorre al passo next e next->next… fino ad A->next, confrontando se i prefissi di A sono potenziali nodi minimi; quindi la ricorsione termina restituendo il possibile nodo minimo della lista.

**Ricerca di un match formando due liste: i nodi estratti senza match e i nodi rimasti con match**

Poco da commentare rispetto ad altre situazioni, scriviamo quindi funzione, correttezza, PRE/POST

nodo\* F(nodo\*& L, char \*P, int dim\_P){

if(!L || !dimP) return 0;

if(L->info == \*P){

nodo\*ex=L;

ex->next=F(L->next, P+1, dimP-1);

ex->next=0;

return ex;

}

else return F(L->next, P, dimP);

}

Specifica che nuovi nodi non vengono creati, ma manipolati i nodi originali, tuttavia è necessario come rispecifica anche il testo stesso, creare una lista restituita col return, cosa che è stata fatta.

La PRE è il fatto di avere una lista ben formata, un array non vuoto e dim\_P >0 mentre la POST indica che la funzione restituisce col return la lista dei nodi che non fanno match tenendo in L sono quello che fa match.

**Eliminare un nodo con info=x da una lista di liste**

Se per esempio avessimo una lista di liste LL con 3 nodi, nel qual caso Na, Nb, Nc con le liste:

Na=4->2->1 Nb=2->2 Nc=3

Volessimo eliminare i nodi con info=2 resteranno

Na=4->1 Nc=3

L’eliminazione di un nodo presuppone la sua eliminazione dallo heap, come sappiamo già anche da P2.

La stessa idea viene affrontata in entrambe le parti.

La lista di liste usa una struttura NN, che ha due campi, un nodo\* lista e un puntatore a NN next

Vediamo prima la parte iterativa:

nodo\* G(nodo \*L, int x){

while(L){

if(L->info==x){

nodo\*y=L;

L=L->next;

delete Y;

}

L=L->next;

}

return L;

}

Poi la parte ricorsiva, che considera che LL è ottenuto togliendo i nodi che contengono x e i nodi che puntano a liste vuote. Essa userà una seconda funzione ricorsiva, chiamata Gric, per eliminare ricorsivamente da L i nodi che contengono x.

void Fric(NN\*& LL, int x){

if(!LL) return;

nodo\*aux=LL->lista;

Gric(L, x);

if(aux) Fric(LL->next, x);

else{

NN\*y=LL;

LL=LL->next;

delete y;

Fric(LL, x);

}

}

void Gric(nodo\*&L, int x){

if(!L) return;

if(L->info !=x) Gric(L->next, x);

else{

nodo\*y=L;

L=L->next;

delete y;

Gric(L, x);

}

}

**Gestione di una serie di input in un array in due versioni**

Dato un intero k>0, si tratta di leggere da un input continuando fino a che non si legge -2, considerando che:

-prima di leggere -2 sono stati letti al più k numeri, in quel caso si devono stampare tutti i valori letti

-prima di leggere -2 sono stati letti più di k interi, si stampano gli ultimi k valori letti prima della sentinella nell’ordine di lettura. Per fare questo, il programma deve usare un array M di k interi; nel primo caso si inseriscono in tutte le posizioni, nel secondo caso invece, non sapendo quanti saranno i valori letti per ultimi, ma in generale non li conterrà a partire dalla prima posizione in poi. (quindi il k+1 esimo sostituirà il primo letto, il k+2 esimo sostituirà il secondo letto e seguendo così).

Si sa inoltre che si potranno inserire solo valori nuovi non presenti e non si potranno spostare valori già presenti.

Esempi pratici:

Supponiamo che l’input dia [3,1,2,4,0,-2].

Nel primo caso, stampiamo semplicemente 3,1,2,4,0 (perché poi ci sta -2)

Nel secondo caso stampa 4 e 0, perché di volta in volta viene fatta la cosa seguente:

[3, \_] (il secondo elemento ancora non c’è)

[3,1] (ora sì; il prossimo andrà al posto di 3, quindi dell’elemento k)

[2,1] (quindi il successivo andrà al posto di 1, quindi dell’elemento k+1)

[2,4] (stessa cosa tolgo 2 e metto l’altro elemento)

[0,4] (che dà luogo all’ultima stampa).

Quindi questo array toglie un elemento dall’ultima posizione non considerata, in maniera circolare come segnala il testo stesso del prof.

Per la parte iterativa, si specifica la creazione di una funzione che può usarne altre iterative, di cui descriveremo invariante, pre e postcondizioni. Il prof consiglia la creazione di due funzioni ausiliarie, una per stampare i valori e l’altra per calcolare l’indice di M in cui inserire il prossimo intero letto.

//PRE=k num. di interi che sarà il limite dell’array dinamico M

void G(int k){

if(k==0) return;

\*M=new[k]; bool go\_on=true;

std::cin >> “Inserisci l’intero x: “>>x;

bool go\_on=true;

while(go\_on){

int indice=find\_index(M, k, x);

if(indice == -2) go\_on=false;

indice++;

std::cin >> “Inserisci l’intero x: “>>x;

}

if(!indice) stampa(0, M, indice);

stampa(indice, M, k);

}

//POST=Restituisce un indice che sarà l’elemento i se i<k, altrimenti x se x==k. Esso sarà stampato se >0, altrimenti si ignora la stampa e si restituisce tale e quale

int find\_index(int \*M, int k, int x){

int i=0;

if(i < k)

i++;

else{

i=0;

M[i]=x;

}

return i;

}

void stampa(int indice, int \*M, int k){

for(int i=indice; i<k; i++){

std::cout<<M[i]<<” “<<endl;

}

}

Si noti come l’invarianza è data dal fatto di avere un elemento x!=-2 e che si estende dinamicamente in base agli elementi presenti; le due funzioni ausiliarie ragionano sul limite dei k elementi, venendo riempite iterativamente da 0 fino a k-1. Una banale per la stampa e l’altra per la gestione circolare della valorizzazione degli elementi di input.

Per la parte ricorsiva, si usa una funzione con parametro M che è l’array da gestire in maniera circolare, index posizione di M in cui inserire il prossimo intero letto, descrivendo PRE e POST (nel qual caso, tutto identico a prima, solo la cosa è fatta ricorsivamente).

La funzione sarà:

void Gric(int k, int \*M, int index, int count){

int x=0;

cin>>x;

if(x == -2){

if(count>k) stampa(index, M, k);

else stampa(0, M, index);

}

else{

if(index == 0) return;

M[index]==x;

Gric(k, M, index+1, count+1);

}

}

**Pattern matching di un pattern P[n] in un testo T[n][n] (visto ad una sola dimensione)**

Una novità grossa, un altro pattern matching. Si cerca P[0] nella colonna 0 di T. Se viene trovato un match, si cerca P[1] nella colonna successiva e dall’indice 0 fino ad n-1 della riga in questione e così via. Se fallisce la ricerca, fallisce anche il match. Se invece tutti gli elementi vengono trovati, il match così descritto viene salvato in un array R[n] che salva gli indici delle righe di riferimento. La variabile “n”, non specificata dal testo del prof come tutte le cose utili, serve semplicemente a determinare gli elementi del pattern (sarebbe la solita dimP).

Esempio pratico: n=3, P[8,8,10], T[7,9,2][8,8,4][10,8,10] allora l’array R è uguale a [1,1,2].

Questo perché ci sarà match nell’indice 1 della seconda riga, nell’indice 1 e 2 della terza riga (se si nota come è fatto T, mi muovo per colonne ed è la solita moltiplicazione inutile che fa il prof per complicare la vita e trovare i magici match meravigliosi). Vediamolo scritto, magari.

Parte iterativa (solite robe, se trovo il match lo ritorno nell’array dato, altrimenti ritorno 0. Consigliata una magica funzione ausiliaria). Specifica di PRE/POST di funz. principale ed eventuale funz. ausiliaria. Scegliere ciclo significativo e scrivere invariante dello stesso.

//PRE=array di interi T e P ben definiti, n elementi del pattern P >=0

int\*F(int\*T, int n, int\*P){

int i=0, r\_match=0;

\*R=new int[n];

while(i<n){

if(match(T, p, n, r\_match)

R[i]=r\_match;

else

R[i]=0;

i++;

}

return R;

}

//POST=restituisce l’array che trova gli indici in T e P del match, altrimenti ritorna 0

bool match(int \*T, int\*P, int n, int){

bool stop=false;

if(i==n) stop==true;

if(T[i+j\*n]==P[i])

i++;

else

stop=false;

return stop;

}

//POST=restituisco stop==true sse match completo, altrimenti stop==false se no match

Parte ricorsiva

//PRE=stesse di prima, più indici di riga e colonna>0 e variabile di controllo match

int\* Fric(int \*T, int n, int \*P, int riga, int col, bool is\_matched){

\*R=new int[n];

if(n==\*P){

if(is\_matched)

return R;

else

return 0;

}

is\_matched=matchR(T+col, n, P, riga, col, ind\_match);

if(is\_matched){

R[col]=ind\_match;

Fric(T, n, P+1, riga, col+1, is\_matched);

}

else{

R=0;

}

return R;

}

bool matchR(int\*T, int\*P, int riga, int col, int ind\_match){

if(\*P == n) return false;

if(T[riga\*col\*n]==\*P){

ind\_match=riga\*col;

return true;}

return matchR(T, P, n, riga+1, col, ind\_match);

}

//POST=restituisce un array R con elementi riempiti da 0 a n-1 se ci sta un match, 0 altrimenti

Come sempre in questi casi, match e ricerca dello stesso riga+colonna\*n per determinare posizione attuale di ricerca. Per il resto considero un booleano che ferma la ricerca alla bisogna altrimenti avanza, fintanto che siamo nei bound degli array ed esiste match.

**Determinare la colonna con il minimo numero di valori distinti in un array di interi A**

Dato un array A di 100 elementi, determiniamo la colonna con il minimo numero di elementi distinti. Di questi ne sono definiti solo *dim*.

Ad esempio, avendo A=[0 1 1 0 1 2 0 1 2 3 0 1 0 1 0 1 0 1 0 1 0 0 1]

(con uno spazio extra ogni 10 elementi per distinguere la separazione tra le singole righe).

*Dim* è uguale a 23 in questo caso e la terza riga è definita da soli 3 elementi.

La colonna 0 (formata da 0 1 1 0 1 2 0 1 2 3, ha tre 0 ripetuti), la colonna successiva ne ha 2 distinti. La migliore è la prima, un solo valore ripetuto più volte.

PRE\_F=(A è array10x10 con i primi dim elementi definiti,dim>0)

Int F(int A[][10], int dim, int &kol)

POST\_F=F restituisce un intero vcol return e un altro intero kol,passato per riferimento, questi due valori restituiti sono tali che: (la colonna kol di A ha un numero pari a v di valori distinti e nessuna altra colonna di A ha un n. inferiore a v di valori distinti).

La funzione F deve invocare una funzione ausiliaria CC con il seguente prototipo e PRE e POST-condizioni

PRE\_CC=(X è array 10x10 coni primi dim elementi definiti, dim>0)&&(c è una colonna di X che sicuramente contiene qualche elemento definito)

int CC(int X[][10],int dim, int c)

POST\_CC=( CC restituisce il numero di valori distinti contenuti nella colonna c di X (considerando solo gli elementi definiti di c) )

Le PRE e POST ci sono per completezza, non perché aiutino a capirci qualcosa, visto il filèse che viene qui utilizzato.

Lanciamoci quindi nella scrittura delle due magiche funzioni:

Int F(int A[][10], int dim, int &kol){

int v=0, loc=0;

bool empty\_col=0;

for(int i=0; i<10 &&!empty\_col; i++){

if(i < dim){

loc=CC(X, dim, i);

if(loc < v){

v=loc;

kol=i;

}

else

empty\_col=true;

}

return v;

}

int CC(int X[][10],int dim, int c){

int el\_dist=0, all\_elements=0, row=0;

while(all\_elements != dim){

for(int i=0; i<dim%10; i++){

if(X[i][c] == X[r][c])

el\_dist++;

}

all\_elements+=10;

row++;

}

}

Un esercizio leggermente diverso da altri, ma secondo me buono per una semplice trattazione di elementi, valori e compagnia cantante. Si noti come la scansione procede sempre se l’elemento c’è o non c’è ed anche in questo caso mi muovo in due dimensioni, tenendo conto dei movimenti con i singoli booleani. Quindi spiegando le due funzioni, uso CC che sarà minore al numero di righe (dim&^%10, quindi 3) e controllo se i singoli elementi sono uguali, contandoli e tenendo nota di quali sono uguali e quanti tra righe e colonne; ogni 10 elementi, conto gli x elementi raggiunti ed aumento la riga. Essendo che non tutti sono definiti, tale movimento deve essere considerato nella funzione principale, in quanto nella ausiliaria e come mostra il prof, bisogna scansionare ogni 10 elementi e i singoli pezzi vanno scansionati nella funz. precedente.

L’invarianza è data dall’assunzione dell’esistenza dei singoli blocchi, poi la conclusione come definita qui.

**Inserire 1 al posto di 0 in una linked list e usare questa funzione per costruire un albero binario completo**

Esempio: Sia L=0->1->0->0->1->1 allora, l'ultimo 0 è quello nel nodo di indice 3 (attenzione che gli indici partono da 0), quindi la lista va trasformata nella seguente: 0->1->0->1->0->0. Applicando di nuovo la funzione sulla lista appena ottenuta, avremmo: 0->1->0->1->0->1 e applicando la funzione per la terza volta: 0->1->0->1->1->0.

Chiaro che ci fermiamo non appena abbiamo tutti 1 e che la variabile b mi segnala di volta in volta posizione e operazioni da fare; se b=true abbiamo qualcosa da fare (andare avanti azzerando i successivi elementi posto l’elem. attuale ad 1), altrimenti è false. Se false, possiamo avere la lista vuota e fermarci, altrimenti se oltre ad essere false il campo info è 0, in quel caso invochiamo ricorsivamente per azzerare la lista in questione. Queste semplici osservazioni dimostrano la correttezza, sapendo che si fa solo una modifica sull’elemento i-esimo ritoccando poi tutti i successivi.

La funzione ricorsiva che realizza questa operazione è la seguente:

void F0(nodo\*L, bool & b){

if(!L){b=false; L=0;}

if(!b && !L->info){

L->info=1;

azzera(L->next);

b=true;

}

F0(L->next, B);

}

void azzera(nodo\*L){

if(!L) return 0;

L->info=0;

azzera(L->next);

}

La funzione iterativa, riceve in input un albero ed un intero *alt* che una volta usato F0 per generarsi i cammini (quindi 1 rappresenta il nostro campo info, azzerando come commentato sopra ogni campo successivo), aggiunge tutti i cammini non già presenti in R; detto in parole umane e non filèsi, scorro tutto l’albero e capisco se metterci un valore al campo info attuale altrimenti continuare ad iterare. Semplicissimamente, dove c’è uno 0 si va a sinistra, dove c’è un 1 a destra ma tenendo conto con il booleano dove sono attualmente, spostandomi di conseguenza e valorizzando il nodoT\* di riferimento.

PRE=( albero(R)corretto, 0<prof, INP ifstream definito,R=vR, INP contiene (almeno) 2(alt+1)-1 valori )

nodoT \* F1(nodoT\* R, int alt, ifstream & INP)

POST=(albero(R) èottenuto da albero(vR) aggiungendo tutti i nodi non già presenti in albero(vR) di tutti i cammini di lunghezza alt, i campi info dei nodi sono letti da INP. I cammini vanno considerati partendo dal cammino con soli 0, poi applicando F0 ripetutamente)

nodoT \* F1(nodoT\* R, int alt, ifstream & INP){

if(!R){

int x; INP >>”Inserisci radice: “; R=new nodo(x);

}

nodoT\* aux=T;

nodo\*L=0;bool b=true;

while(b && L){

if(L->info == 0){

if(!T->left)

aux->left=new nodoT(aux->left, INP);

else

aux=aux->left;

}

else{

if(!T->right)

aux->right=new nodoT(aux->right, INP);

else

aux=aux->right;

}

L=L->next;

}

L0(L, b);

return 0;

}

Al fine della correttezza, si noti come si scorre semplicemente a sinistra, a destra data la numerazione attuale e grazie all’altra funzione creiamo un cammino completo ed un albero, qualora siano presenti foglie e/o nodi validi nella struttura ausiliaria considerata.

Quindi:

-se nodo vuoto, inserisco la radice

-se nodo non vuoto, creo una lista per capire dove muovermi e una copia ausiliaria dell’albero, spostandomi e creando nodi di volta in volta che prendono i singoli pezzi a destra/sinistra valorizzando il nodoT\* info della lista di nodi di riferimento.

L’invariante è la condizione di avere b=true sse non ho ancora inserito tutti i nodi, considerando di avere scorso tutta la lista L e inseriti tutti quanti formo quindi cammini completi.

**Costruzione di un albero per strati con una struttura chiamata dni**

Immaginiamo una dni come se fosse una coda (non approfondiremo e non usiamo nodoT\* in questo specifico caso, ma usiamo pop\_back e push\_end); il problema è di utile trattazione per capire il movimento dentro i magici alberi. Dobbiamo costruire alberi per strati, quindi avendo un puntatore al nodo attuale si aggiunge un numero di nodi pari a quelli puntati: sono all’inizio, ne punto 1 (radice) e aggiungo un figlio a sinistra e poi uno a destra. Punto a due nodi (figlio sinistro e figlio destro) e poi aggiungo altri due figli per ciascuno (quindi quattro). Evitando esempi filèsi che come sempre non aiutano, questa è il sunto di una pagina e mezza in un linguaggio semplice come piace a noi.

La funzione iterativa di riferimento, data una lista, aggiunge figli ai nodi dell’albero restituendo una nuova DNI che punta all’aggiunta di tutti i nodi:

dni creastrato(int& n, dni X0,ifstream & IN){

dni\* list=0;

if(!X0) {int x; IN >> X; return new dni(new nodo\*(x));}

while(X0 && n>0){

n=n-1;

int x; IN >> X; return new dni(x);

nodo\*aux=new nodo(x);

dni\* d=new dni(aux);

list=push\_back(list, d);

if(X0.primo->info->left)

X0.primo->info->left=aux;

else

X0.primo->info->right=aux;

d=pop(X0);

}

return list;

}

In parole povere, sopra abbiamo una sorta di FIFO che continua ad andare avanti finché abbiamo n elementi e la FIFO, sotto nome di DNI di partenza (invariante), continuando a muoversi e valorizzare finché ci sono degli elementi a sinistra e a destra, creandosi una copia del nodo poi messa nella lista che sarà a tutti gli effetti restituita alla fine, oppure creando un nodo vuoto sulla base di quello che viene messo in input. Il risultato sarà comunque una lista completamente riempita di valori effettivi.

La funzione ricorsiva invece considera una DNI che gestisce tutti i nodi dell’albero; tradotto in italiano significa semplicemente scorrere tutti i nodi validi a sinistra e a destra restituendo una lista che punta a tutte le foglie dell’albero scorso, dopo una visita in ordine infix (infisso), quindi:

dni unfold(nodo\* r){

dni\* lista=0;

if(!r) return new dni();

if(r->left) lista=push\_back(unfold(r->left), new nodo\*(r));

else lista=push\_back(lista, unfold(r->right));

}

**Array a tre dimensioni e una h-fetta che contiene k2 volte il valore k1**

Qui il prof definisce le fette come sequenze di righe sovrapposte degli strati, almeno esiste una loro definizione. Array di riferimento è X[2][3][4] con dim=17 e significa che c’è un solo strato completamente definito, il secondo solo la prima riga tutta piena, la seconda con un solo valore mentre la terza vuota. Ricalca l’ultimo appello tra tutti, presente 60 pagine fa sostanzialmente la sua formazione.

Bando alle ciance, si chiede una funzione che date le osservazioni descritte si deve scrivere una funzione che soddisfi quanto prima enunciato; si consiglia almeno una funzione ausiliaria che conti le occorrenze di k1 nell’array di riferimento. Questa è la parte iterativa.

int F(int(\*X)[5][10], int lim1, int dim, int k1, int k2){

int str\_pieni=dim/(5\*10);

int righe\_ultimo\_strato=(dim%(5\*10))/10;

int elem\_ultima\_riga=(dim%(5\*10))%10;

bool found=false;

int nf=dim/10; //quindi diviso lim3

for(int f=0; f<nf && !found; f++){

for(int s=0; s<str\_pieni; s++){

int count=occurr(X[s][f], 10, k1);

}

}

//caso ultimo strato

if(f < righe\_ultimo\_strato) count+=occurr(X[ns[[f], 10, k1);

else count+=occurr(X[ns], elem\_ultima\_riga, k1);

if(conta == k2){

found=true;

}

return f;

}

int occurr(int \*X, int dim, int k1){

int count=0;

for(int i=0; izdim; i++){

if(X[i] == k1) count++;

}

return count;

}

Per la parte ricorsiva, si usano le liste concatenate e si chiede di scrivere una funzione che tagli una porzione di lista, considerando però due limiti, k1 e k2. Se k1 è maggiore della posizione dell’ultimo nodo, oppure k2<k1, il taglio è 0.

Segue implementazione e dimostrazione induttiva:

nodo\* cut(nodo\*&L, int k1, int k2){

nodo\*list=0;

if(!L || k1 < k2) return 0;

if(k2)

return cut(L->next, k1, k2-1);

if(k1){

nodo\*x=L;

L=L->next;

x->next=cut(L, k1-1, k2-1);

return x;

}

}

Taglio di una lista considerate quindi le due variabili di riferimento k1 e k2; la seconda dice solo avanza ricosrivamente nella lista, la prima dice crea nodo ausilario e taglia. That’s it.

Niente nodi e k1 < k2; fine.

Se invece ci sta k2, semplicemente non taglio e avanzo induttivamente, altrimenti ci sta k1, creo nodo ausiliario, ricorro su questo e lo ritorno.

**Stesso problema di sopra con strati non definiti su colonne e pattern matching su albero binario**

Appelli vecchi, ma che secondo me chiariscono concetti mai spiegati come si deve e comunque utile prima di scoppiare nel macello h-fette/v-fette.

Parte iterativa

int F(int(\*X)[5][10], int lim1, int dim, int k1, int k2){

int str\_pieni=dim/(5\*10), count=0;

int righe\_ultimo\_strato=(dim%(5\*10))/10;

int elem\_ultima\_riga=(dim&(5\*10))%10;

bool found=false;

int nf=dim/5;

for(int f=0; f<nf; f++){

for(int s=0; s<str\_pieni; s++){

count+=occurr(\*(X[k])+f, 5, k1);

}

if(righe\_ultimo\_strato !=0 && f<righe\_ultimo\_strato)

count+= occurr(\*(X[k])+f, righe\_ultimo\_strato+1, k1);

else count+= occurr(\*(X[k])+f, righe\_ultimo\_strato, k1);

if(count == k2)

found=true;

}

return f;

}

Per la parte ricorsiva, si segnala con -1 la fine del cammino di match, sapendo che 1 significa andare a sinistra mentre 0 andare a destra. Ordine di attraversamento è il prefisso. Come sempre viene richiesto il primo match, che significa fermarsi subito con la ricorsione, perché a semplificare per qualcuno è difficile. Il C[0]=2 rappresenta false e la presenza di nessun cammino, altrimenti si ricorre come sempre.

Ad ogni modo, la funzione è qui:

bool M(nodo\*R, int prof, int\*P, int dimP, int\*C){

if(!R) {\*C=2; return false;}

if(!dimP){

if(prof ==0)

return 0;

else{

\*C=-1;

return true;}

}

if(\*P == R->info){

P=P+1;

dimP=dimP-1;

}

if(R->left && M(R->left, prof+1, P, dimP, C+1))

return true;

else

\*C=-1;

if(R->right && M(R->right, prof+1, P, dimP, C+1))

return true;

else

\*C=-1;

}

Per completezza, incollo una correttezza fatta decentemente (io nella maggior parte dei casi ho sempre dato intuizioni e considerazioni che ovviamente si cerca di allungare in un esame):

*Dato PRE\_M, se dimP==0 allora abbiamo trovato un match ...*

*caso base: !R && dimP!=0*

*--------------------------*

*Dato PRE\_M, se R è un albero vuoto e non ho trovato un match completo, allora segnalo che in quel cammino non c'è match con \*C=C[0]=2 e ritorno 0 → vale POST\_M*

*caso ricorsivo: M(R->left, P, dimP, prof+1, C+1)*

*--------------------------------------------------*

*Dato PRE\_M, devo considerere il figlio sinistro, quindi \*C=0, poi assumo per ipotesi induttiva la chiamata ricorsiva M(R->left, P, dimP, prof+1, C+1):*

*- se ritorna true allora c'è almeno un match completo di P[1..dimP-1] nel sottoalbero sinistro e C=[0,..,-1] → valgono PRE\_M e POST\_M*

*- se ritorna false allora non c'è match completo di P[1..dimP-1] nel sottoalbero sinistro e C=[0] diventa C[2] → valgono PRE\_M e POST\_M*

*caso ricorsivo: M(R->right, P, dimP, prof+1, C+1) && !M(R->left, P, dimP, prof+1, C+1)*

*-----------------------------------------------------------------------------------------*

*Dato PRE\_M, devo considerare il figlio destro, quindi \*C=1, poi assumo per ipotesi induttiva la chiamata ricorsiva M(R->right, P, dimP, prof+1, C+1):*

*- se ritorna true allora c'è almeno un match completo (non ci sono match nel sottoalbero sinistro) di P[0..dimP-1] nel sottoalbero destro e C=[1,..,-1] → valgono PRE\_M e POST\_M*

*- se ritorna false allora non c'è match completo di P[1..dimP-1] nel sottoalbero R (nè a destra nè a sinistra) e C[1] diventa C[2]*

\*/

**Creazione di una lista e ricerca di un pattern matching rispetto ad un array P**

Letti dim interi costruisco la lista attraverso il parametro L e poi nella funzione sotto ricerco dei match completi. Entrambe saranno ricorsive.

void crea(nodo\*& L, int dim, ifstream & INP){

if(!L) {int x; INP>>x; return;}

int elem; INP>>elem;

L=new nodo(elemento, 0);

crea(L->next, dim-1; INP);

}

La seconda funzione presenta queste PRE e POST, che saranno dimostrate sotto:

PRE\_match=(L è una lista corretta, L=vL, P ha dimP elementi definiti con dimP>0)

POST\_match( se match restituisce col return un valore R diverso da 0, allora esiste un match completo di P in L e R è R(vL,P) e il valore di L è vL-P) && (se match restituisce 0 allora non c’è alcun match di P in L e il valore di L è vL).

Altra cosa del prof: *Attenzione: la condizione che dimP>0 nella PRE\_match indica come segnalare al ritorno dalla ricorsione se il match è stato completato o no. Inoltre match non deve né creare né distruggere nodi.*

nodo\* match(nodo\* &L, int\*P, int dimP){

if(!L || !dimP) return 0;

if(L->info == \*P){

nodo\*complete=L;

L=L->next;

complete->next=match(L.>next, P+1, dimP-1),

return complete;

}

else return match(L->next, P, dimP);

}

Come sempre, le intuizioni base sono, no L o dimP, ritorno 0,

altrimenti induttivamente è uguale l’elemento L-esimo e quindi quello +1, fintanto che staccato il primo nodo la ricorsione prosegue, essendo un match completo, altrimenti scorro solo la lista e buonanotte sognatori.

**Array ad una dimensione visto come se ne avesse due e: trovare tripla di lunghezza massima & trovare match contigui e non completi**

Simile a problemi proposti negli ultimi appelli del 2021 (due appelli del 2013 questi due), quindi un array a 2 dimensioni visto come una e prendiamo le triple, che dicono dove inizia il match nella colonna, a partire da quale posizione e con quale lunghezza. A noi interessa il match di lunghezza massima assoluta tra tutte le colonne.

Sotto l’esempio, tralasciando inutili complicazioni filèsi, devo matchare tra di loro le righe con le colonne. Per esempio, prendendo colonna 2 (la terza), ho un match della prima riga fino alla posizione 5 e questo è segnalato dalla tripla “2 0 5”; non allungo il brodo per non complicare, come qualcuno che dice di semplificare con questi obbrobri di funzioni da fare.
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Per la parte iterativa, si riporta l’utilizzo di questa funzione:

void It0(int\*C, int R, int C, TRIPLE\* Q){

triple matched=0; bool found=true;

for(int i=0; i<R; i++){

for(int j=0; j<C && !found; c++){

TRIPLE matched\_aux=IT1(T, c, C, r, R);

if(matched\_aux.lung > matched.lung)

matched=matched\_aux;

if(matched.lung == R) found=true;

}

}

\*Q=i;

return;

}

Bisogna invocare la funzione ausiliaria che trova la tripla di massimo match, quindi:

TRIPLE It1(int\*T, int r, int c, int R, int C){

TRIPLE matched=0;

for(int i=0; i<R && R-i>matched.lung; i++){

triple matched\_aux=findmatch(T, c, C, r, R, i);

if(match\_aux.lung>match.lung){

match=match\_aux;

if(match.lung==R)

completo=true; }

}

return match;

}

int findmatch(int \*T, int c, int C, int r, int R, int i){

int lung=0;

while(i<C && \*(T+(i+lung)\*C\*c)==\*(T\*r\*C+j){

lung++;

j++;

}

}

Abbastanza impestato e decisamente intuibile da tutti questa megadereferenziazione giusto? Ricordo un appello dove sono passati 3 studenti su questo esercizio, ma fattibilissimo come tutti gli altri, niente da dire. La spiegazione completa di questo esercizio è tra le prime e preferisco non avvelenarmi il sangue ulteriormente.

Ad ogni modo, usiamo invece l’altra funzione che trova match contigui e non completi (scorro come primo ciclo sulle colonne perché mi interessa il più lungo su queste ultime).

void F(int \*T, int R, int C, int\* P, int dimP, int\*Q) {

int inizio=0;

for(int i=0; i<C; i++)

int lung=0, aux=0;

for(int j=0; j<R; j++){

aux=match(T+i\*j\*c, i, j, C, P+inizio, inizio);

if(aux > lung)

lung = aux;

}

\*Q=lung;

inizio=(inizio+lung)%C;

}

int match(int\*T, int r, int c, int R, int C, int\*P, int dimP, int inizio){

bool found=false;

for(int i=inizio; i<dimP && r<R && !stop; i++){

if(\*T == \*P){

T=T+C;

P=P+1;

dimP=dimP-1;

}

found=true;

}

r++;

}

Per la parte ricorsiva, si riporta una funzione che deve utilizzare una funzione ricorsiva R1, che fa praticamente la stessa cosa sopra, ma in maniera meno impestata e ricorsivamente.

void FR(int\*T, int R, int C, int\*P, int dimP, int inizio, int\*Q)

{

if(!R) return;

int MAX=R1(T,C, P+inizio, dimP-inizio); // da fare

\*Q=MAX;

inizio=inizio+MAX;

if(inizio==dimP) inizio=0;

FR(T+C, R-1,C,P,dimP,inizio, Q+1);

}

Quindi (essendo che deve restituire un intero, ormai ad occhio è ovvio ne invochi un’altra ancora per fare i suoi calcoli di match, in maniera filèse come sempre).

//nell’implement. su Mega dell’esercizio, uno potrebbe essere tentato di mettere come caso base

//anche dimP=0, qui inutile perché non scorre, nella funzione *aux* invece si.

int R1(int \*T, int \*C, int \*P, int dimP){

if(!C) return 0;

int local\_match=R1(T+1, C-1, P, dimP);

int aux = match\_aux(T, C, P, dimP);

if(aux > local\_match);

return aux;

else

return local\_match;

}

int aux(int \*T, int C, int \*P, int dimP){

if(!C || !dimP) return 0;

if(\*T==\*P)

return 1+aux(T+1, C-1, P+1, dimP-1);

else

return 0;

}

Riporto la prova induttiva del MEGA, che il prof ha valutato convincente; spero possa essere altrettanto per chi legge questa guida.

//PASSO BASE: se la riga è finita ritorno 0, in quanto non ho match in una riga vuota

// se dimP è 0 ritorno 0, in quanto il match è finito

//PASSO INDUTTIVO: assumo vere PRE\_ric e POST\_ric rispetto a PRE e POST

//alla chiamata ricorsiva passo T+1 che è array di C-1 elementi definiti, e passo P che è array di dimP elementi definiti --> ok PRE

// la chiamata ricorsiva mi restituisce la lunghezza del match massimo di P[0..dimP-1] a partire dalla posizione T+1 e esaminando le posizioni successive fino a fine riga e pongo il risultato dentro temp

// aux mi restituisce la lunghezza del match di P[0...dimP-1] dalla posizione T e pongo il risultato dentro count

//se count>temp allora il match massimo è nella posizione T e restituisco count che è lunghezza di questo match --> ok POST

//se count<temp allora il match massimo è dalla posizione T+1 alla fine della riga e restituisco temp che è lunghezza di questo match --> ok POST

**Restituire la lista di punti di innesto (nodi che abbiano almeno uno dei due puntatori left e right uguali a 0)**

Ciò è realizzato tramite questa struttura:

struct innesto{bool l,r; nodo\*N; innesto\* next;}

Citando il prof:

*Ad esempio, si consideri l'albero R= 2(3(\_,4(\_,\_)),2(3(\_,\_),\_)) certamente le foglie con valore 4 e 3 caratterizzate dai cammini, (0,1) e (1,0), sono punti di innesto che consentono di aggiungere 2 nodi ciascuno (dato che in essi mancano entrambi i figli), ma anche i 2 figli della radice (con valori 3 e 2) hanno solo 1 figlio e quindi anch'essi sono punti di innesto.*

*La lista dei nodi di innesto è formata da true o false a seconda della presenza del cammino:*

*(l=true,r=false,N=(0))->(l=true,r=true,N=(0,1))->(l=false,r=true,N=(1))->(l=true,r=true,N=(1,0)*

Si crea quindi una funzione per restituire i punti di innesto dell’albero preso in ordine infisso:

innesto\* f0(nodo\*R){

innesto \*in, in\_l, in\_r;

if(!R) return 0;

while(R){

if(R->left){

R=R->left;

in\_l->l=true;

in->N=0;

}

if(R->right){

R=R->right;

in\_r->l=true;

in\_r->N=1;

}

return conc(in, in\_l) || return conc(in, in\_r);

}

}

Si usa anche una funzione di concatenazione, classica funzione *conc*:

innesto \*conc(innesto \*a, innesto \*b)

{ //PRE(lista(a) e lista(b) corrette).

if(!a)

return b;

a->next=conc(a->next, b); //fa un po' di "riattacchi" inutili

return a;

} //POST(ritorna lista(c) tale che lista(c)=lista(a)@lista(b)).

Per commentare la funzione, qui svolta in maniera iterativa, si considera che da precondizione sia verificata la presenza di una delle due parti, sinistra o destra; se siamo in una foglia, l’innesto si ferma, ho già inserito a sinistra o destra, altrimenti devo per forza andare in un qualsiasi punto libero: a sinistra, quindi lo costruisco, altrimenti a destra; se si nota la funzione è qualcosa di simile ad una funzione che percorre un cammino.

Un’altra funzione che prende il risultato della precedente, quindi una lista di innesto con n campi l/r = true, vengono letti dei valori da INP e aggiunti x nuovi nodi; la parte vecchia viene deallocata e la lista rimasta è la parte finale di tutta la lista. I punti di innesto che corrispondono alle foglie consentono di aggiungere 2 nuovi nodi; se mettiamo in input -2, termina l’esecuzione, quindi anche mentre ho messo solo uno dei figli e non anche l’altro.

int f1(innesto\*&Inn, ifstream & INP){

int gil=0; IN>>gil;

if(!inn) return 0;

int innex=0; INP>>innex;

if(INP == -2) return 0;

if(Inn->l && Inn->r){

return 1+f1(inn->left, IN) || 1+f1(inn->right, IN);;

}

else{

if(Inn->left); Inn->N->left=new nodo(inn, n);

if(Inn->right); Inn->N->right=new nodo(inn, n);

innesto aux=inn->next;

delete Inn;

Inn=aux;

return 1+f1(inn, IN);

}

}

Di fatto tutto dipende dall’input; se ho entrambi i nodi vado ad aggiungere ad una delle due parti ricorsivamente, altrimenti mi prendo solo una delle due parti esistenti con la ricorsione, proseguo al nodo successivo qualora debba deallocare, per liberare la vecchia lista e considerare solo quella nuova.

**Pattern matching realizzato su un array a 3 dimensioni visto come una tra un sottoarray dello stesso e l’array stesso**

Tante parole per dire che in pratica, dato questo array è una sottoporzione senza andare a crearne uno.
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Sul sottoarray considerato si scansione per V-fette, quindi: 1 4 0 2 2 2 0 0 3 0 1 1 3 1 2 1 1 1

Bello pesante sto esercizio, infatti risparmio inutili aggiunte e complicazioni filèsi.

La funzione restituirà true se il sottoarray ha un match contiguo con quello normale; si usa anche un’altra funzione che calcola la posizione dell’elemento dentro il sottoarray e viene usata la magica struttura *tripla* e si sconsiglia la definizione di array di copia o altre strutture ausiliarie.

La funzione che usa la roba sotto è questo frammento di codice:

int count=0;

for(int e=0; e<(h\*l\*lim1-dimP+1); e++) //garantisco che a partire da "e" ci siano ancora almeno dimP elementi per poter fare match

{

if(match(X,r,c,h,l,lim1,lim2,lim3,P,dimP,e))

{

OUT<<"trovato match a partire dall'elemento "<<e<<endl;

count++; //conta quanti match non sovrapposti ho trovato

e=e+dimP-1; //evita match sovrapposti

}

else

OUT<<"a partire dall'elemento "<<e<<" non c'e' match"<<endl;

}

E quindi:

int\*coord(int \*X, int lim1, int lim2, int lim3, int el, int r, int c, int H){

int \*sub=X+r\*lim3+c; //prendo il pezzo di sottoarray con la dim che non sto usando in

//quel momento e considera la scansione per righe, perché sovrapposte

//se avessi HF = X+c\*lim2+r;

int str=el/(H%lim1); //strato=visione dell’array dividendo per quello che non uso quindi

//le righe e lim1, dimensione degli strati

int row=el%H;

int col=el/(H\*lim1); //colonna=elementi totali dividendo per le singole colonne \* lim1, limite degli strati che ho e che è il limite più simile a quello che ho.

sub+= str\*lim2\*lim3 + rig\*lim3 + col; //solita scansione nelle v-fette

return coord;

}

Scorro solo sulla dimensione dell’array nella funzione sotto: la scansione viene quindi utilizzata tra strati (numero totale degli elementi e divisione intera del limite lim1, di riferimento e considera solo elementi completi), righe, facendo la divisione intera per le righe, e le colonne, facendo la stessa operazione di prima degli elementi totali e dividendo per il numero di colonne moltiplicato per la dimensione che non sto usando, quindi lim1.

bool match(int\* X,int r,int c,int H,int L,int lim1,int lim2,int lim3,int \* P,int dimP,int el){

bool found=false;

for(int i=0; i<dimP && !found; i++){

if(\*coord(X, r, c, H, lim1, lim2, lim3, el+i) == \*(P+i)

found=true;

}

return found;

}

**Albero stilizzato (se input < 3, altezza non valida in output)**
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int n;

cout << “Inserisci altezza”;

if(n<3) cout << “Altezza non valida”;

else{

int riga=n\*2-(n/3);

int albero=1;

while(albero <= riga){

punti=(riga-albero)/2;

while(punti < albero){

cout << “.”;

i++;

}

albero+=2;

}

//ancora una riga rimasta

punti=(riga-1)/2;

while(punti < albero){

cout << “.”;

i++;

}

}

**Ordinare una lista in modo iterativo e ricorsivo**

Quindi da L=4->2->1->5->0 si passa a 0->1->2->4->5.

Le funzioni devono essere:

void ordric(nodo\*&L, nodo\*& ord){

if(!L) return;

if(!ord) L->next=ord;

if(L->info <= ord->info){

L->next=ord;

ord=L;

}

else ordric(L->next, ord);

}

nodo\* orditer(nodo\* L){

while(L){

nodo\*x=L;

L=L->next;

x->next=0;

orditer\_aux(L,x);

}

}

nodo\* orditer\_aux(nodo\* L, nodo\*x){

while(L && L->next){

if(x->info <= L->next->info)

L=L->next;

if(x->info >= L->next->info)

x->next=L->next;

L->next=x;

}

}

La prova di correttezza si basa sul fatto che si sa che una lista esiste e si assume che uno dei due elementi possa non essere crescente o non esserci comunque in un determinato caso degli elementi della lista. Nel caso ci sia, assumo tre casi:

* è minore o uguale dell’elemento dopo, vado solo avanti;
* è maggiore dell’elemento dopo, lo metto a metà e vado avanti

**Riempire un array A[10][5] con nelem<=50 interi sse riga i e colonna j di A hanno entrambe elementi definiti e B[i][j]=true sse indici di riga sono crescenti (spiegato che cosa vuol dire)**

Nel problema del prof, non si capisce cosa voglia dire avere indici crescenti, nel senso che usa una notazione insiemistica incomprensibile a leggerla, ma è spiegata semplicemente.

Con riga=[4,2,4,2,0]

e colonna=[0,2,4,4,2,4,0,0,2,0]

si ha che g[0]=2, g[1]=4, g(2)=5, g(3)=8, g(4)=9

Si sa che c’è il solito discorso del non tutto definito e si ha anche il fatto di avere elementio

Facile coi colori rispetto a chi non sa spiegarsi eh? Scriviamo questa magica funzione.

Al posto di restituire true e false, mettiamo direttamente false quando non si ha il discorso del crescente, true quando invece è verificata questa proprietà.

void lunghezza(int righe, int colonne, int nelem, int i, char dove){

int righe\_complete = nelem / colonne;

int resto = nelem % colonne;

if(dove == ‘R’){

if(i < righe\_complete)

return colonne;

if(i == righe\_complete)

return resto;

return 0;

}

else{

if(i < resto)

return righe\_complete+1;

}

}

//nel main

for(int i=0; i<10 && int LR=lung(10, 5, nelem, i, ‘R’);

for(int j=0; j<5 && int LC=lung(10,5,nelem, j, ‘C’); j++)

for(int r=0; r<LR; r++){

for(int c=inizio; c<LC; c++){

if(A[i][r] == A[j][c])

B[i][j]=true;

inizio=c+i;

}

B[i][j]=false;

}

Qui si ricerca alla modalità filèse un match in indici crescenti in maniera non contigua, per cui si rende necessario utilizzare la variabile *inizio*, che mi permette di incrementare correttamente tutto quanto.

Come al solito, se esiste l’elemento nella riga e si sa che è definita, si definisce parallelamente lo stesso tipo di calcolo su una colonna e si cerca su entrambi se esiste un possibile valore, nel qual caso si ha un match, altrimenti nada.

**Creare una nuova lista per ogni valore distinto in L**

Esempio: sia L la seguente lista: 3->1->3->2->1->3->3->2->3, allora si vogliono ottenere 3 liste: una con i 5 nodi con info=3 di L, la seconda con i 2 nodi con info=1 di L e la terza con i 2 nodi con info=2 di L. Le 3 liste verranno inserite in unarray nodo\*\*X nel modo seguente: X[0] deve contenere il primo nodo della lista con i 5 nodi con info=3, X[1] contiene il primo nodo della lista con i 2 nodi con info=1, e X[2] contiene il primo nodo della lista con i 2 nodi con info=2.

Si chiede di scrivere una funzione iterativa che permetta di restituire il numero di valori distinti di una lista e usa un’altra funzione ausiliaria che stacca i nodi uno alla volta e fa quanto descritto. Essendo che deve riciclare dei nodi, si dovrà creare una variabile apposita per farlo.

int S(nodo\*L, nodo\*\*X){

nodo\*Y=L; int n=0;

while(Y){

if(\*(Y)->info == L->info){

if(\*X==0){

\*X->info=0;

X->next=0;

n++;

}

else

addEnd(\*Y, L);

}

else{

while(Y->info != L->info){

Y=Y->next;

n++;}

}

Y=Y->next;

}

}

void addEnd(nodo \*Y, nodo \*X){

while(Y->next && Y)

Y=Y->next;

Y=X;

return;

}

Con l’osservazione sul riciclare, ecco che si prende il nodo della lista e ad ogni iterazione si controlla se lo si ha già incontrato, nel qual caso lo si accoda ad una lista con quel valore, altrimenti si itera prendendosi il successivo valore diverso incontrato e fine dei giochi.

**Lasciare e togliere dei nodi da una lista**

Sia L= 0->3->2->4->100->0->200->100->11->5->2 e sia D=[0,2]->[1,3]->[3,1]->[0,2]. Le coppie di D vanno interpretate nel modo seguente, per una coppia [x,y] di D, dobbiamo lasciare x nodi di L e togliere i successivi y nodi di L. Eseguendo in questo modo quanto prescritto dai nodi di D, da L produrremo 2 liste, quella dei nodi di L che sono lasciatie quella dei nodi di L che sono tolti. Con L e D dati prima, avremo che lasciati=2->200->100->11, mentre tolti=0->3->4->100->0->5->2. Le 2 liste sono formate come segue: il primo nodo [0,2] di D richiede di lasciare 0 nodi di L e di togliere i primi 2 nodi, quindi 0->3 che infatti sono i primi 2 nodi di tolti. Quindi L è ora 2->4->100->0->200->100->11->5->2.

Si noti la presenza dei campi tieni e lascia in D per lo scopo. In L lasciamo i nodi e dall’altra li tagliamo.

La funzione iterativa è:

void Fiter(nodo\*L, nodoD\* D,nodo\*& lasciati, nodo\*& tolti){

while(L && D){

lasciati = conc(lasciati, taglia(L, D->lascia);

tolti=conc(tolti, taglia(L, D->tolti);

D=D->next;

}

lasciati=conc(lasciati, L);

}

Essa usa la seguente funzione ausiliaria:

nodo\* taglia(nodo\*&L, int n){

nodo\*ret=0;

while(L && n>1){

nodo\*x=L;

L=L->next;

x->next=0;

ret=conc(ret,x);

n=n-1;

}

return ret;

}

Per la parte ricorsiva, invece si ha:

doppioN Fric(nodo\*L,nodoD\*D){

if(!L || !D) return 0;

nodo \*leave=tagliaric(L, D->lascia);

nodo\* cut=tagliaric(L, D->togli);

doppioN list=Fric(L, D->next);

list.L=concRic(l, list.L);

list.R=concRic(l, list.R);

return list;

}

La funzione Fric deve usare una funzione ricorsiva come segue:

nodo\* tagliaric(nodo\*& L, int n){

if(!L || !n) return 0;

if(n==1){

nodo\*x=L;

L=L->next;

x->next=0;

return x;

}

else{ //qui n è maggiore di 1

nodo\*y=tagliaric(L->next,n-1);

nodo\*z=L;

L=L->next;

z->next=y;

return z;

}

Correttezza:

1) Dare l’invariante del ciclo principale di Fiter

R = L && R && esistono L->next && R->next elementi per i quali è possibile spezzarli in liste separate

2) Fornire la prova induttiva di Fric.

!D 🡪 metto solo i nodi nei lasciati

D esiste 🡪 allora vado a staccare una porzione di nodi L == D->togli && lascio una porzione di nodi L == D->lascia.

A quel punto induttivamente vale la stessa cosa fino alla fine e si ritorna la doppiaL.

3) Dare la prova induttiva di tagliaric.

L==0 || n==0🡪 no cut, no party

if(n==1) 🡪 taglio l’ultimo nodo e lo ritorno

if(n > 1)🡪 prendo il nodo attuale chiamando ricorsivamente la funzione su L->next e n-1, poi stacco il nodo della lista L isolandolo e ritornando concatenato il nodo originale estratto.

**Somma di indici che equivale ad un certo valore M in un array (iterativa e ricorsiva)**

Abbiamo un intero m ed un array Y di n interi e vogliamo determinare se esiste un insieme di indici i1,...ik in [0,n-1] tale che Y\*i1++Y\*i2++...+Y\*ik+=m. Chiamiamo un tale insieme di indici i1,...ik una soluzione per m in Y ed una rappresentazione di questa soluzione è un array R di n booleani tale che, per ogni j in [0,n-1], R[j]=true se j è nella soluzione i1,...ik altrimenti è false. Non si fa nessuna ipotesi sull’intero m e sugli interi contenuti in Y.

Scrivere una funzione iterativa bool F(int m, int\* Y, int n, bool\*R) che restituisca true se e solo se esiste una soluzione per m in Y e in questo caso R deve essere la rappresentazione della soluzione trovata. Se invece non ci sono soluzioni per m in Y,allora F deve restituire false (e valori qualsiasi in R)

a) Scrivere la PRE e POST della funzione F;

b) realizzare la funzione F assumendo di avere a disposizione la funzione bool add\_one(bool \*R, int n) che soddisfa la seguente coppia di PRE e POST.

PRE=(n >0 e R[0..n-1] è definito, e chiamiamo VAL(R) il valore rappresentato da R[0..n-1] interpretato come numero binario (con true=1 e false=0)); vedi esempio più sotto.

POST=(se VAL(R)+1 è rappresentabile come binario con n bit (cioè VAL(R)+1 < 2n) allora add\_one restituisce false e modifica R in modo che rappresenti in binario VAL(R)+1, se invece VAL(R)+1 non è rappresentabile con n bit, allora add\_one restituisce true)

Esempio: sia n=3 e R=[true, false, false], allora VAL(R)=4. Se invochiamo add\_one con questo R e n=3, la funzione deve restituire false e R=[true,false,true] il cui VAL è 4+1. Se invece n=3 e R=[true,true,true], VAL(R)= 7 e visto che 7+1 non è rappresentabile con 3 bit, add\_one deve restituire true (e qualsiasi valore per R). Intuitivamente, il valore booleano restituito da add\_one ci dice se sommando 1 ad R causiamo overflow (true) oppure no (false).

Quindi se ho 100 è 4 in binario. In poche parole, controllo se ha senso in binario, altrimenti me ne esco.

bool add\_one(bool \*R, int n){

int i=0; bool isbinary=true;

while(i<n){

if(R[i]==1 && R[i+1] == 0){

R[i]=0;

R[i+1]=1;

isbinary=false;

}

else{

R[i+1]=0;

}

}

return isbinary;

}

//PRE=R array di booleani da riempire, r>0, n >0, Y array di interi definiti

bool F(int m, int\* Y, int n, bool\* R){

bool go\_out=false; int sum=0;

for(int i=0, j=0; i<n && j<n && !go\_out; i++){

if(sum == m) go\_out=true,

sum+=Y[i];

R[j]=add\_one(R[j], i);

}

return go\_out;

}

//POST=ritorno un booleano sse Y è soluzione per m in R

c) Scrivere l’invariante del ciclo principale della vostra funzione F

R=0<=i<=n && restituisce true sse ogni elemento R[0..n-1]==true

Per la parte ricorsiva, fare la stessa cosa dualmente, ma non seguendo l’idea iterativa.

bool F\_RIC(int m, int\* Y, int n, bool \*R){

if(\*Y==m) return true;

if(n==0 || \*Y==n) return false;

\*R=add\_one(\*R, \*Y);

\*Y=F\_ric(m, Y+1, n, R);

}

**Compitino in cui si richiedeva di trovare colonna con esattamente n match di P; copy and paste dal prof per capirci qualcosa**

PRE=(T ha i primi n elementi definiti, n<lim2\*lim3, P ha i primi dimP elementi definiti, n\_m>0)

void trova\_colonna(int\*T,int n,int lim 1,int lim2,int lim3,int\*P, int dimP, int n\_occ, int& indice\_c){

int nru=n/lim3, neur=n%lim3, ntc=lim3;

if(n<lim3)

ntc=n;

bool trovato=false;

for(int c=0; c<ntc && !trovato; c++)//R

{int lung=nru; if(c<neur) lung++;

trovato=checkC(T+c, lung, lim3, P, dimP, n\_occ);

if(trovato) indice\_c=c;

}

}

POST=(se vediamo T come un array a 2 dimensioni X[lim2][lim3], allora indice\_c ha per R-valore l'indice minimo di una colonna di X che contiene esattamente n\_m match di P[0..dimP-1], anche sovrapposti tra loro; se nessuna colonna soddisfa questa condizione allora indice\_c=-1)

bool checkC(int\*inizio, int lungc, int lim3,int\*P,int dimP, int n\_occ){

int conta=0;

for(int i=0; i<lungc-dimP+1 && conta<= n\_occ; i++)//R

{

if(match(inizio+(i\*lim3), lim3, P, dimP)){

conta++; cout<<"Match inizio="<<i<<endl;

}

}

if(conta==n\_occ) return true;

else return false;

}

POST=(restituisce true sse la colonna contiene esattamente n\_occ match di P)

R=(considerati gli elementi 0..i-1 della colonna come punti di inizio di match con P, conta=n. match di successo)

PRE=(inizio elemento di una colonna di un array[lim2][lim3], P ha dimPvalori, dimP>0)

bool match(int\*inizio, intlim3, int\*P, intdimP){

bool ok=true;

for(int i=0; i<dimP && ok; i++)

if(inizio[i\*lim3]!=P[i]) ok=false;

return ok;

}

POST=(restituisce true sse inizio[0]=P[0], inizio[lim3]=P[1]...inizio[(dimP-1)\*lim3]=P[dimP-1])

**Compitino in cui si richiedeva di trovare strato con esattamente n match di P; copy and paste dal prof per capirci qualcosa**
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**Inserimento ordinato di valori in liste distinte per ogni valore della lista**

Se ho una lista: 3->1->3->2->1->3->3->2->3, voglio ottenere 3 liste.

Una con i cinque valori 3, una con i due valori ad 1 e la terza con 2 nodi=2.

In questa considerazione, il prof indica sempre restituire nell’ordine di apparizione, precisazione inutile perché è l’unico modo di restituirle (vuol dire che i valori distinti sono nell’ordine 3-1-2 e vanno restituite così le liste, quindi prima quella con i 3, poi quella con gli 1 e infine quella con i 2).

- Realizzare la funzione ricorsiva nodoE\*insOrd(nodoE\*X,nodo\*y) che soddisfa la seguente PRE e POST:

PRE=(Lista(X) è ben formata e ordinata,y punta ad un nodo con campo next a 0,vX=Lista(X))

POST=(la funzione restituisce col return la lista ordinata ottenuta da vX aggiungendo ad essa il nodo y)

nodoE\* insOrd(nodoE\*X,nodo\*y){

if(!y || !X->next) return new nodoE(y, 0);

if(y->info < x->info->info){

X->next=insOrd(X->next, Y);

return X;

}

if(y->info > x->next->info->info && y->info < x->info->info){

x->info->next=x;

y->next=x->info;

return insord(X->next, y->next);

}

}

La funzione presentata realizza il distacco della lista in maniera ordinata, quindi prendendo il caso in cui il nodo sia da inserire all’inizio, sia da inserire in mezzo oppure sia da inserire dopo.

Se è minore, si prosegue ricorsivamente fino alla fine, se sta in mezzo, si collega.

Vi sarà poi una funzione ricorsiva che fa uso della precedente e restituisce la lista ordinata, quindi:

nodoE\* SRic(nodo\*L){

nodoE\* aux=0;

if(!L) return 0;

else{

nodo\*x=L;

L=L->next;

aux->next=insord(Sric(L), x);

}

return aux;

}

Il magheggio di buttare una ricorsione dentro l’altra o, come nel caso appena presentato, di usare *insord* e poi chiamare la funzione stessa, ottimizza le chiamate ricorsive per poter usare la lista, dato che ne si estrae un nodo, la si ordina e la si ritorna ordinata correttamente.

Come al solito, data la PRE, nelle ricorsioni si considera di avere una lista esistente, ricorsivamente si stacca fino ai casi base, permettendone una corretta esecuzione fino alla fine.

**Trovare l’intervallo dei valori di un albero binario (nella versione iterativa in un BST) migliore**

Detto in termini normali, trovare estremo inferiore e superiore in un albero binario (parte ricorsiva) e in un albero BST (parte iterativa).

Immediato esempio pratico:

12( 15(7(\_,\_),5(\_,\_)),3(4(\_,\_), 2(\_,\_))) e y=6, la coppia cercata è [5,7].

Seguendo la mia spiegazione di 3 righe, si capisce ciò che chi non sa spiegarsi dice.

In particolare, essendo due valori da restituire, si intende che questi vengano ritornati per riferimento, non ci sono altri possibili modi di eseguire questa operazione.

Siore e siori, la ricorsione:

void H(nodo\* T, int y, int& x1, int& x2){

if(!T){

x1=x2=y;

return;

}

if(T->info > x1 && T->info < y)

x1=T->info;

if(T->info < x2 && T->info > y)

x2=T->info;

H(T->left, x1, x2, y);

H(T->right, x1, x2, y);

}

void H1(nodo\* T, int y, int& x1, int& x2){

if(!T){

x1=x2=y;

return;

}

while(T){

if(T->info > x1)

if(T->info < y)

x1=T->info;

else

T=T->left;

else{

if(T->info < y)

x1=T->info;

else

T=T->left;

}

}

}

**Restituire la porzione contigua più lunga rispetto ad una lista concatenata**

Data una lista concatenata L= 2->0->-1->3->0->1->2->10->2->-1, una sua sotto lista è una porzione contigua di L, come, per esempio: 3->0->1 (L= 2->0->-1->3->0->1->2->10->2->-1), 2->0->-1->3 (L= 2->0->-1->3->0->1->2->10->2->-1) e 2->-1(L= 2->0->-1->3->0->1->2->10->2->-1). In particolare a noi interessa una sottolista crescente e con dei campi inizio e fine che servono proprio a questo scopo (definiti come immaginabile all’interno della struttura dell’esercizio doppioN). Quella azzurra è quella più lunga, quella gialla un’altra dello stesso tipo.

Per la parte iterativa, utilizzo una funzione che restituisce proprio la lista così definita:

doppioN Fiter(nodo\*L){

doppioN local;

while(L){

nodo\*aux=L; int lung=0;

if(aux->info <= aux->next->info && aux->next){

aux=aux->next;

lung++;

}

if(!L.inizio) return doppioN(L,aux,lung);

if(local.lung < lung){

local.inizio=L;

local.fine=aux;

local.lung=lung;

}

else L->next=aux;

}

return local;

}

Per la parte ricorsiva, utilizzo una funzione chiamata *Frec*, che fa praticamente la stessa cosa. La funzione userà un’altra ricorsiva chiamata *Aux*, che fa la stessa cosa. La logica è di usare una funzione che fa i confronti e nella funzione principale verifica quale sia la più lunga restituendola.

doppioN Frec(nodo\*L){

if(!L) return doppioN();

doppioN x=aux(L);

doppioN y=Frec(L->next);

if(x.lung >= y.lung) return x;

else return y;

}

doppioN Aux(nodo\*L){

if(!L) return doppioN();

doppioN x=0;

if(L->info < L->next->info){

doppion\*x=Aux(L->next);

x.inizio=L;

x.lung++;

return x;

}

else x=doppioN(L, L, lung=1);

}

Si hanno inoltre due funzioni, una iterativa *Giter* che restituisce la sottolista individuata da A e il valore di L togliendo la sottolista di prima e una ricorsiva che fa la stessa cosa, chiamata *Grec*.

nodo\* Giter(nodo\*& L, doppioN A){

if(L->info == A){

L=A->fine->next;

A->fine->next=0;

return A.inizio;

}

nodo\* aux=L;

while(aux && aux->next){

if(A.fine != aux->next)

aux=aux->next;

}

L=A->fine->next;

A->fine->next=0;

return inizio;

}

nodo\* Grec (nodo\*& L, doppioN A){

if(!L || !A) return 0;

if(L == A.inizio){

L=A.fine->next;

A.fine->next=0;

return A.inizio;

}

else return Grec(L->next, A);

}

Per completare il tutto, scriverò invariante del ciclo di *Fiter* e la dim. induttiva di *Aux* e *Frec*.

1. R=L esistente && ritorno x sse L->info < L->next->info && L->next altrimenti ritorno L;
2. Dim. induttiva Aux:

Non esiste il nodo su cui lavorare🡪 ritorno la lista vuota

Esiste, ricado nel condizionale “se minore del successivo” e scorro ricorsivamente, assumendo l’esistenza dell’elemento successivo, per poter staccare in maniera valorizzabile i nodi, altrimenti ricompongo la lista L per riferimento ricordandomi da dove partivo, quindi il nodo X. In entrambi i casi POST è valida.

1. Dim. induttiva Frec

Non esiste la lista o una delle due🡪ritorno 0

Una delle due esiste e a quel punto controllo, con l’ausilio della funzione ausiliaria appena creata come muovermi. Se minore la prima della seconda, ritorno la prima, altrimenti l’altra, perché ci interessa il discorso del crescente e quella trovata prima a sx per ricorsione.

**Percorrere un albero binario in larghezza producendo una lista come risultato e poi eliminazione dei nodi con info ripetuti**

Dato un albero binario, lo vogliamo percorrere in larghezza, cioè per livelli (prima la radice, poi i suoi figli, poi i figli dei figli e ogni livello viene percorso da sinistra a destra)producendo una lista L di nodi che puntano ai nodi dell’albero secondo l’ordine determinato dal percorso in larghezza. Quindi il primonodo di L punta alla radice, il secondo al figlio sinistro della radice (se esiste), il terzo al figlio destro (se esiste) e così via per livelli progressivi dell’albero.

Si chiede di scrivere una funzione ricorsiva,void faiRic(nodoE\*&L),che soddisfi le seguenti specifiche:

PRE=(L è una lista ben formata di nodoEche puntano anodi di un albero binario e la sequenza dei nodi puntati segue l’ordine del percorso in larghezzadell’albero e nessuno dei nodi puntati è discendentedi un altro dei nodi presenti, indichiamo convL il valore iniziale di L)

POST=(alla fine, L sarà la sequenza di nodoE che si ottiene aggiungendo a vL i nodi nodoE che puntano a tutti i discendentidei nodi puntati da vL ordinati secondo il percorso in larghezza)

void faiRic(nodoE\*&L){

if(!L) return;

if(L->info->left) insert(L, L->info->left);

if(L->info->right) insert(L, L->info->right);

faiRic(L->next);

}

void insert(nodoE\*& L, int x){

if(!L) L->next=new nodoE(x, 0);

else insert(L->next, x);

}

void filtraIter(nodoE\*&L){

nodoE\* aux=L;

while(L && L->next){

check(L, L->info->info);

L=L->next;

}

L=aux;

}

void check(nodo\*& L, int x){

while(L && L->next){

if(x = L->next->next->info){

nodo\* y=L->next;

L->next=L->next->next;

delete y;}

else{

nodo\*y=L->next;

L->next=0;

delete y;

}

}

}

**Teoria**

Dare opportune PRE e POST alla funzione F oppure dare delle POST tra le alternative:

int F(Nodo\* a) {

if(!a) return 0;

if (a->right) return 1+F(a->right);

if(a->left || a->right) return 2+F(a->left)+F(a->right);

return 3+F(a->left)+F(a->right);

PRE=(nodo a non vuoto)

POST=(ritorna un numero di nodi uguale alla somma dei nodi presenti a sinistra/destra più i nodi effettivi)

Si consideri la seguente funzione sulle liste concatenate e si scelga le affermazioni valide per essa. Useremo vL(n) per indicare la lista originale, mentre L(n) indica la lista finale. Il primo nodo di una lista è in posizione 0, il secondo è in posizione 1, e così via.

nodo\* g(nodo\*& n, int k, int m)  
{  
  if(!n) return 0;  
   if(k==m)  
    {  
      nodo\*x=n->next;  
      n->next=0;  
      return x;  
    }  
  else  
    {  
      nodo\*x=n;  
      n=n->next;  
      x->next=g(n,k+1,m);  
      return x;  
    }  
}

Risposte:

-L(n) consiste solo del nodo in posizione m-k di vL(n)

-restituisce col return la lista che si ottiene da vL(n) eliminando il nodo in posizione m-k, se un tale nodo c'è e altrimenti restituisce vL(n)

-se vL(n) ha lunghezza minore di m-k allora alla fine della funzione n=0

Si segue il flusso della funzione e il suo ragionamento; in effetti l’unica condizione che determina lo stacco di un nodo è k==m, però determina tutto anche in base al parametro n, che determina l’andata della ricorsione. Se la lista ha lunghezza minore la ricorsione si interrompe prima.

nodo\* f(nodo\*&L, int k){

if(!L) return 0;

if(k>0) return f(L->next, k-1);

else{

nodo\*x=L;

L=L->next;

if(L)

x->next=f(L->next, k-1);

else

x->next=0;

}

return x;

}

Risposte:

-se vLista(L) contiene più di k+1 nodi, allora alla fine della funzione della funzione Lista(L) è costituita da più di k nodi di vLista(L)

-se k è pari e vLista(L) contiene 2^k nodi, allora la funzione restituisce col return una lista di k/2 nodi

-se vLista(L) contiene k+1 nodi, allora alla fine della funzione Lista(L) contiene k nodi

Esercizi di stampa rispetto ai programmi

int X[]={1,2,3,4,5}, \*Y, \*Z, \*\*Q;

Y=X+2;

\*Z=\*Y-2;

Q=&Y;

Z=\*Q;

Il programma sopra è sbagliato, dato che stiamo dereferenziando Z, che non ha al momento nessun valore.

int\*& f(int \*\*y, int \*z){

int a=0, \*b=&a;

\*\*y= \*b;

b=z;

\*y=b;

return \*y;

}

La funzione data qui sopra è corretta, in quanto tutte le assegnazioni dei puntatori/oggetti considerati puntano a cose valide/oggetti esistenti.

int\*f(int \*\*p){int b=3,\*x=&b; \*\*p=\*x; x=\*p; return x; }

int main() {int y=5, b=2,\*q=&b; \*f(&q)=y\*2; cout<<y<<b<<\*q;}

Il programma stampa 5 10 10 quindi è corretto, considerando che tutti i puntatori puntano ad oggetti solidi e presenti; non ci sono *dangling pointer*, che il prof riesce come sempre a confondere. Nei suoi esempi significa semplicemente che ci si riferisce a dei puntatori che non hanno un oggetto puntato oppure a variabili locali deallocate; quindi si punta a qualcosa di inesistente o che ancora non esiste.

In particolare da sopra, la variabile q punta a qualsiasi cosa arrivi da y\*2 e in quanto alias ne assume facilmente il valore. Dentro la funzione f, x punta a b variabile locale, il puntatore locale viene correttamente valorizzato a b, quindi x, che viene ritornata in stato utile.

int\*& f(int \*\*y, int\*z){

int a=0, \*b=&a;

\*\*y = \*b;

b=z;

\*y=\*b;

return \*y;

}

La funzione è corretta, in quanto anche qui ogni oggetto è esistente e quindi assegnato.

int X[]={1,2,3,4,5}, \*Y, \*Z, \*\*Q;

Y=X+2;

\*Z=\*Y-2;

Q=&Y;

Z=\*Q;  
std::cout << \*\*Q << ‘ ‘ << X[1] << ‘ ‘ << X[2] << std::endl;

Stessa cosa di sopra, programma sbagliato

int \*f(int \*\*p){int b=3; \*x=&b; x=(\*p)+1; return x-2;}

int main(){

int b[]={1,2,3,4}, \*q=b+2; \*f(&q)=\*q;

std::cout <<b[0]<<b[1]<<b[2]<<b[3];

}

Programma errato, in quanto x non esiste e compilato dà un errore di scoping.

int \*\*f(int\* p){int \*\*x=&p; \*(\*x+1)=\*p+2; return x; }

int main(){int b[]={2,3}, \*q=b; \*\*f(q)=\*q+2; std::cout<<b[0]<<b[1]<<\*q;}

La stampa produce 444, in quanto q punta all’array b e la chiamata della funzione provoca l’assegnazione ad ogni suo elemento del valore 4, cosa che viene poi anche stampata.

int \*\* F(int\*\*p){(\*p)++; return p;}

int main(){

int a[]={0,1,2,3}, \*q=&(\*a);

\*\*F(&q)=a[3]+1;

cout<<q[0]<<q[1]<<q[2]<<a[3];

}

La stampa genera 4233, in quanto q è uguale a 0, per riferimento. Poi ad F si passa q (quindi a avrà side effects). In essa si andrà semplicemente a sommare 1 al primo elemento, che assumerà poi valore 4. Quindi primo elemento valore 4 per side effects, poi gli altri due elementi sono 2 e 3 in quanto in F il puntatore del primo elemento viene spostato da 0 ad 1. Per queste motivazioni si genera la data stampa.

int\*\*F(int\*x){int\*\*p=&x; (\*x)++; return x;}

main(){int a=2,\*q=&a; \*\*F(q)=4; cout<<a<<endl;}

La funzione F contiene un errore di tipo: deve restituire un int\*\*, ma return x; restituisce un valore int\*. Quindi il programma non compila neppure. Altrimenti il main sarebbe ok rispetto ai tipi.

int \* f (int \*\*a){int b=10, \*p=&b; \*p=\*\*a; \*a=p; return \*a;}

La funzione considerata ritorna un dangling pointer, perché come sempre non stiamo puntando a nulla in a e quindi l’assegnazione non ha senso.

int\*&f(int \*&x, int\*y){int \*\*z = &y; \*z=x; return \*z}

La funzione restituisce una dangling reference, perché il doppio puntatore non è inizializzato dunque eseguendo queste operazioni.

Supponiamo di avere un array int y[5][5][10] riempito con nele<=250, descrivere la scansione con h-fetta

(nele/50)\*10 + (m < (nele%50/10? 10:0) + (m==(nele%50)/10? (nele%10):0)

Per le h-fette, usiamo il limite lim2\*lim3 + la stessa scansione e la scansione con righe e colonne, usando la stessa dimensione.

nodo\*F(nodo\*&L, int k, int n){

if(!L) return 0;

if(n%k > 0) return F(L->next, k, n+1);

else{

nodo\*x=L;

L=L->next;

x->next=f(L, k, n+1);

return x;

}

}

Risposte:

-se vLista(L) contiene n%k+1+b\*k ndi con b>=0, allore la funzione restituisce col return b+1 nodi

-se vLista(L) ha n%k + b\*k nodi con b>=0, allora alla fine della funzione Lista(L) ha b nodi meno di vLista(L)

-se vLista(L) non ha più di n%k nodi, allora la funzione restituisce 0 col return

Esercizi sul capire tipi e dereferenziazioni su array

Sotto alcuni esempi di dereferenziazioni: il principio base è capire che l’array di per sé è un puntatore; prendiamo per esempio A[100], che avrà tipo int\*

Per esempio X[5][10], avrà tipo int (\*)[10], mentre X[5][5][10] avrà tipo (\*)[5][10]; per il calcolo effettivo in memoria, per esempio su X, sarà un tipo 10\*4, mentre per il successivo X sarà 5\*10\*4.

Se dereferenziamo un puntatore otteniamo l’oggetto puntato;

attenzione solo a somme e semplificazioni.

Per esempio:

((A[-3]+3)[2] considerando array A[5][6][8][5]

Esso sarà 6\*8\*5\*4 – 3\*8\*5\*4 + 5\*5\*4, perché gli ultimi due elementi vengono direttamente sommati in quanto facenti parte della stessa dereferenziazioni (parliamo di 3 e 2 che diventa 5). Ciò viene fatto solo in caso di stessa dereferenziazione.

X[10][11][12]

-Che tipo ha?

Il tipo è (\*)\*11\*12\*dimensione tipo

-Che tipo e valore ha l’espressione (\*X-5)-10?

Sapendo che \*X=(\*)\*12, l’espressione sarà 12-5-10\*dim\_tipo

-Che tipo e valore ha l’espressione X[20]-3?

11\*12\*20 – 3\*12\*20

Dato char X[5][10][10][10], specificare le seguenti espressioni:

- \*(X[-4]+2)-3 🡪 -4\*10\*10\*4 + 1\*10\*4

- X[-2][-2]+2 🡪 -2\*10\*10\*10\*4 - 2\*10\*10\*4 + 2\*10\*4

Dato int T[3][5][6] che tipo ha \*(T[8]-2) ?

A T vengono applicate 2 \*, una esplicita e l'altra contenuta nel subscripting in T[8]=\*(T+8), visto che il tipo di T è: int (\*)[5][6], applicando 2 stelle (dereferenziazioni) si ottiene un int\*

Dato X[4][5][6][8], dare il valore dell’espressione ((\*X) - 2)[2]-1.

La risposta corretta è: il tipo è int(\*)[8] e il valore X-8\*4

Data la seguente dichiarazione:

double X[5][4][6][6][8], indicando con X l'Rvalore di X,  scegliere la risposte che contiene il tipo e il valore dell'espressione:

(((X+3)-2)-4)+3

La risposta corretta è: il tipo è: double (\*) [4][6][6][8]  
e il valore è: X

Data la seguente dichiarazione:

int B[3][3][4][5][6], indicando con B l'R-valore di B, scegliere la risposta che indica il tipo e il valore della seguente espressione:

(B[2]-3)[5]+4

Le risposte corrette sono:  
il tipo è: int(\*)[6]  
il valore è: B-(3\*4\*5\*6)\*4+5\*(4\*5\*6)\*4+4\*(5\*6)\*4,  
il tipo è: int(\*)[5][6]il valore è: B+2\*(3\*4\*5\*6)\*4+2\*(4\*5\*6)\*4+4\*(5\*6)\*4

int B[3][3][4][5][6], indicando con B l'R-valore di B, scegliere la risposta che indica il tipo e il valore della seguente espressione:

(B-2)[3][5]+4

La risposta corretta è: il tipo è: int (\*)[5][6]  
il valore è: B+ (3\*4\*5\*6)\*4+5\*(4\*5\*6)\*4+4\*(5\*6)\*4

((X[0]-2)[2] con array float X[3][4][5][6][8]

X[0] è derefenziare due volte l’array poi c’è l’operazione -2+2 tra dereferenziazione e subscripting che comporta un altro passaggio. Tipo finale (\*)[6][8].

int x=1, y=2, \*p=&x, \*q=&y, \*\*Q;

p=q;

\*Q=p;

\*\*Q=\*p+\*q;

cout<< \*p<<\*q<<\*\*Q<<endl;

Quale delle seguenti risposte è corretta?

\*Q viene dereferenziato che non ha nessun valore e non si può fare.

int x=1, y=2, \*p=&x, \*q=&y, \*\*Q;

p=q;

Q=&p;

\*\*Q=\*p+\*q;

cout<< \*p<<\*q<<\*\*Q<<endl;

Quale delle seguenti risposte è corretta?

p=1, successivamente l’assegnazione \*Q=p diventa 2 e \*\*Q diventa 4; per side effects la modifica si ripercuote su tutte le altre variabili.

void f(int\* a){a[2]=a[1]; a[1]=a[0]\*a[2];}

main(){int x[]={0,1,2,3,4}; f(x+2);

cout << x[0]<<x[1]<<x[2]<< x[3]<<x[4]<<endl;}

La risposta corretta è: stampa 0 1 2 6 3

Alla funzione f si passa il valore [2], quindi il terzo elemento, che assume poi il valore del secondo (quindi 1) e poi il secondo diventa la moltiplicazione dell’1 con il resto degli elementi, quindi diventa 2. Ritornando si ha questa assegnazione

int x=1, y=2, \*p=&x, \*q=&y, \*\*Q=&p;

p=q;

\*q=\*p\*2;

\*\*Q=\*p+\*q;

cout<< \*p<<\*q<<\*\*Q<<endl;

La risposta corretta è: stampa 8 8 8

p è 2, gli viene assegnato il valore 4 con la moltiplicazione e \*\*Q diventa 4+4=8 che per side effects ripercuote la modifica all’indietro e si genera questo risultato.

void f(int\*& a, int \*b){int\*x=a; a=b;b=x;}

main(){int x=1,y=2,\*p=&x, \*q=&y; f(p,q); cout << \*p<<\*q<<endl;}

La risposta corretta è: stampa 2 2

p assume il valore il valore 1, q successivamente prende il valore 2 e poi alla funzione vengono passati entrambi; le assegnazioni dall’altra parte assegnano ad entrambi i puntatori lo stesso valore, quindi diventano entrambi 2 che viene stampato.

int \*f(int \*x)(int \*\*y=&x, c=10; \*x=c; return \*y;}

La funzione è corretta e non ritorna un dangling reference, perché ritorno y che può essere o non essere valorizzato, ma prendo un valore locale con c=10 e ritornando questo non viene deallocato, quindi tutto corretto.

Casting (pezzi di codice ripresi dall’ottimo sito GeeksforGeeks)

*Reinterpret cast*: Cambia il tipo di un puntatore; qualsiasi cosa fatta da questo casting il compilatore me lo lascia fare ma ottengo sempre dati strani (cosa che capita sempre negli esercizi del prof ed è la risposta da dare)

*Static cast*: Cambia un tipo X ad un tipo indicato tra parentesi come sotto:

**int** main()

{

**float** f = 3.5;

**int** a = f;

**int** b = **static\_cast**<**int**>(f);

    cout << b;

}

L’esempio sopra è valido, ma se cercassi di fare la cosa seguente:

**int** main()

{

**int** a = 10;

**char** c = 'a';

    // pass at compile time, may fail at run time

**int**\* q = (**int**\*)&c;

**int**\* p = **static\_cast**<**int**\*>(&c);

**return** 0;

}

Sto cercando di fare un casting illegale e avrei un errore:

[Error] invalid static\_cast from type 'char\*' to type 'int\*'

*Const cast*: Toglie il const da una variabile; utile per esempio in funzioni dove passo dei dati non costanti (come sotto)

**int** fun(**int**\* ptr)

{

**return** (\*ptr + 10);

}

**int** main(**void**)

{

**const** **int** val = 10;

**const** **int** \*ptr = &val;

**int** \*ptr1 = **const\_cast** <**int** \*>(ptr);

    cout << fun(ptr1);

**return** 0;

}

Se però cambiassi il valore di qualcosa dichiarato come costante, avrei un *undefined behaviour*, come nel caso riportato sotto.

#include <iostream>

**using** **namespace** std;

**int** fun(**int**\* ptr)

{

    \*ptr = \*ptr + 10;

**return** (\*ptr);

}

**int** main(**void**)

{

**const** **int** val = 10;

**const** **int** \*ptr = &val;

**int** \*ptr1 = **const\_cast** <**int** \*>(ptr);

    fun(ptr1);

    cout << val;

**return** 0;

}

Si modifica quindi quanto già dichiarato come const

Esercizi sui casting e su costanti

const int x=10, \*y=&x;

int \*z=const\_cast<int\*>(y);

(\*z)++;

std::cout << x << \*z << \*y << endl;

Stamperà 10, 11, 11 in quanto x resta uguale, il puntatore intero z toglie il const ad y che punta al valore costante, lo dereferenzia sommandogli 1, pertanto la modifica fa side effects sui due puntatori z e y, portando ai valori qui stampati.

int x=10, \*y=&x;

double\*z=reinterpret\_cast<double(y);

std::cout << \*z << std::endl;

La funzione sopra, come accennato prima, darà un numero strano a compile time, perché raddoppio la size dell’oggetto puntato e lo dereferenzio, problematico quindi.

const int x=10, \* y=&x;

int z=x;

y=&z;

z++;

cout << \*y <<endl;

Il programma stampa semplicemente 11, in quanto viene semplicemente creato un alias della variabile in questione che viene poi successivamente modificata, senza toccare la costante di riferimento.

Esercizi su try e catch

void F(int z)  
{  
  if(z%3)  
    throw true;  
  else  
    throw z%3;  
}  
main()  
{  
  bool doit=true; int i; cin >>i;  
  try{  
    while(doit && i < 20)  
      {  
    cout << i<< endl;  
    try  
      {  
        F(i);  
        i++;  
      }  
    catch(bool x)  
      {if (x) i++; else doit=false;}  
    i++;  
      }  
  }  
  catch(int x)  
    {cout <<i<<endl;}  
}

La funzione sopra riportata stampa 9 9, in quanto stampa il primo 9, dopodiché chiama F una volta e vedendo che 9 % 3 non da resto, fa il throw del numero diviso tre che viene subito preso dal catch e genera quanto riportato.

Se immettessi come input 2?

int F(int z){

if(z >= 3) throw z;

else return z+2;

}

int main(){

try{

int x=3, y; cin >> y;

try{

x=x+y; F(x);

}

catch(int y){x=x+y; throw(x); }

}

catch(int x){

cout << x;

}

}

Sostanzialmente dal programma si nota che vengono eseguite due addizioni, da una parte e dall’altra e quindi al catch viene preso 2 volte due addizionato, dunque diventa 12.

Dando come input 3 cosa succede?

int F(int z){

if(z >= 3) throw z;

else return z+2;

}

int main(){

try{

int x=3; cin >> y;

try{

x=x+y+F(y);

}

catch(int y){

x=x+y; throw(x);

}

cout << x << endl;}

catch(int x){

x--; cout << x << endl;

}

}

Seguendo l’ordine delle chiamate darà 3 nella chiamata della funzione F(y) che ritorna il numero 6 passato all’altro blocco catch di tutta la funzione che ritorna 6-1=5.

Esercizi su virgola mobile

Chiarimenti sul complemento a due e trova il numero

Negli esercizi in cui chiede “che numero è X” rispetto al complemento a due si consideri di fare 256 meno il numero, tipo sotto. Se ho 67, faccio 256-67=189 (che è infatti il numero sotto; allo stesso modo con quelli dello stesso tipo.

Per il complemento a due basta prendere il numero decimale, convertirlo in binario, come qui sotto, invertire tutti i bit e sommare infine 1.

Attenzione che basta prendersi il numero e tipo 67, diventa: (letti poi dal basso verso l’alto!)

67/2=1

33/2=1

16/2=0

8/2=0

4/2=0

2/2=0

1

Quindi il numero è 1000011 e si invertono i bit, quindi 0111100, a cui si aggiunge 1, che infatti dà 10111101

Per quanto riguarda il floating point, si considerano i 3 pezzi, esponente, mantissa e bit di segno.

Se il bit di segno è 0 allora il numero è positivo altrimenti 1 per indicare che è negativo.

Per esempio, prendendo il valore 0,66, come l’esempio sotto (0 0101  0110 – segno – mantissa – esponente)

Sappiamo che è positivo, quindi subito bit a 0 all’inizio. Per calcolare la mantissa si procede prendendosi il numero e facendo i singoli prodotti per 2, determinando se 1 o 0, leggendo poi al contrario.

Esempio pratico che lo fa capire:

0,66\*2=1 (si riparte poi da 0, perché sempre tra 0 ed 1).

0,32\*2=0

0,64\*2=1

0,28\*2=0

Si noti come leggendola al contrario diventa la mantissa (0101).

Sappiamo inoltre che l’esponente è determinato da una potenza .

Il bit da prendere elevato alla k è proprio quello che abbiamo appena trovato, quindi la mantissa (0101 = 5 in decimale). Per poter dare 5, deve essere 6-1.

Quindi diventerà: . A noi interessa il bit k che permette di dare 5, quindi 6, che è proprio 0110.

Questa è tutta la codifica, quindi:

-segno, si vede subito

-mantissa, si fa come sopra moltiplicando per 2 e prendendosi il decimale di riferimento, azzerando se oltre 1 e leggendoli poi al contrario

-esponente, si prende il bit che permette di dare 2^k-1

Magari leggendo le parole singolarmente dice poco, ma l’esempio chiarisce tutto direi. È molto facile anche questo come argomento, basta saperlo spiegare o altrimenti vedere e provare da sé convincendosi.

Con 8 bit a disposizione, nella rappresentazione degli interi in complemento a 2, qual è il valore binario che rappresenta  -67?

La risposta corretta è: 10111101

Con 8 bit a disposizione, nella rappresentazione degli interi in complemento a 2, che valore in base 10 rappresenta il valore -121?

La risposta corretta è: 135

Con 8 bit a disposizione, nella rappresentazione degli interi in complemento a 2, che valore in base 10 rappresenta il valore -8?

La risposta corretta è: 248

Nella rappresentazione floating point con 1 bit per il segno, 4 per la mantissa e per l'esponente, come verrà rappresentato il valore 0,66?

La risposta corretta è: 0 0101  0110

Nella rappresentazione floating point con 1 bit per il segno, 4 per la mantissa e 4 per l'esponente, come verrà rappresentato il valore 4,25?

La risposta corretta è: 0 0001  1001

Assumendo di avere 8 bit a disposizione per una rappresentazione di reali floating point. Gli 8 bit sono usati nel modo seguente: 1 bit per il segno, 4 per la mantissa e 3 per l’esponente. Che valore in base 10 rappresenta il valore binario 1 1 1 0 1 1 0 1?

La risposta è -7,25

Se invece devo fare l’operazione contraria come qui sopra (caso -7,25).

Noto subito il bit di segno, che è -1 perché il numero è negativo.

L’esponente è 101= 5 – 3 = 2 (dove 3 sono i bit usati per dare l’esponente come risultato).

L’esponente lo uso come potenza per denormalizzare, quindi sapendo che la mantissa è 1101 e la potenza è positva mi muovo verso destra, dunque: 1,1101 \* 2^2= 111,01

Gli ultimi due bit sono 0 e 1, che sarebbero 0,5\*0 e 0,25\*1.

Il decimale del numero è quindi 0,25 e come si vede dall’operazione sopra ho 111, che sarebbe 7.

Il risultato finale è quindi proprio -7,25.